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Abstract

Abstract

The stupefying idea of proving hypergeometric identities by checking a finite
number of its special cases, say for ng < n < n;, was first realized by Doron -
Zeilberger in 1981, and then implemented by Lily Yen in 1993. Since then,
secking a small upper bound for n; so that the numerical verification is practical
has attracted researchers’ interests. This thesis mainly studies the problem of
estimating n; and involved numerical computation issues.

In general, estimating n; consists of estimating three numbers: the order L
of the recurrence that the summation in the identity satisfies, the largest non-
negative zero n, of the leading coefficient of the recurrence, and the highest degree
ny of any of the coefficient polynomials of the recurrence. n; can be formulated
as a simple function of these three numbers. In this thesis, we propose a new
approach to estimate n, and nys, which, as examples indicate, are considerably
~ smaller in comparison with previous results. Our approach relies largely on the
study of the numerical aspects of the concrete symbolic linear systems produced
by the classic Sister Celine’s method and Zeilberger’s algorithm.

As previous work, we estimate n, and ns by evaluating upper bounds of
the degree and height of polynomial solution of the symbolic linear system also,
while our approach is distinguished by the exploration of the concrete systems.
To this end, we first introduce some basic properties of the degree and height
of polynomials, and derive upper bounds formulas for the degree and height of
the determinant of a polynomial matrix. Computing issues of these two formulas
are also discussed, where, especially, we attack the computation of the degree
bound by interpreting it into a classical combinatorial optimization problem, the
assignment problem. Then we present an algorithm for estimating the upper
bounds of the degree and height of the polynomial solution of a symbolic linear
system of equations. As a byproduct, we offer a method for numerically solving
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Abstract

symbolic linear systems.

Combining the above degree and height bound estimating algorithm with
Sister Celine’s method or Zeilberger’s algorithm, we finally propose a new ap-
proach to derive sharper bounds for n, and n¢, and consequently smaller n;. Our
approach is also applicable to ¢-hypergeometric identities. We test our method
with plenty of examples. In comparison with previous results, our estimations of
n, are greatly reduced. In addition, for the ¢ case, our algorithm not only pro-
duces practical bounds for n;, but also runs quickly, which implies that the idea
of proving hypergeometric identities by numerical verifications has really been
feasible.

Keywords: hypergeometric identities, numerical verification, degree, height, Sis-
ter Celine’s method, Zeilberger’s algorithm
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Chapter 1. Introduction

Chapter 1

Introduction

1.1 Background

Computer proofs, or automated proofs, of hypergeometric identities is a fairly
recent subject. It was initiated by Sister Celine Fasenmyer [26, 27, 28], and
flowered since series of work contributed by Zeilberger (76, 77, 78] and other
researchers [31, 68, 69, 51].

Sister Celine’s method, developed in Sister Celine Fasenmyer’s doctoral dis-
sertation [26] of 1945 under the supervision of Rainville, and two later papers
(27, 28], is the first computerizable method for finding pure recurrence relations
that are satisfied by sums. An exposition of this method is in Chapter 14 of
Rainville’s book [56]. Although this method is usually slower than the more
recent Zeilberger’s algorithm, it is also important because it has yielded The
Fundamental Theorem for the existence of the recurrence satisfied by hypergeo-
metric sums, which states that every proper hypergeometric term satisfies a k-free
recurrence relation. The Fundamental Theorem underlies the later developments.
This theorem also generalizes to multivariate sum, and to ¢- and multi-g-sums
[69]. It has also been proved recently that a hypergeometric term has a k-free
recurrence if and only if it is proper (12, 13, 35, 36)].

Gosper’s algorithm [30, 31] (see also (32, 54, 40}) is one of the landmarks in the
theory of computerization of closed form summation. It plays a role to summation
as finding antiderivatives is to integration. It not only definitively answers the
question that whether or not a given hypergeometric term can be indefinitely
summed, but also is vital in the operation of Zeilberger’s algorithm and WZ
method. Gosper’s algorithm has been generalized to g-case [42], multibasic case
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Chapter 1. Introduction

and mixed case [18], etc. Paule [49] also proposed a new approach to indefinite
hypergeometric summation which leads to the same algorithm as Gosper’s by the
notion of Greatest Factorial Factorization (GFF).

Zeilberger’s algorithm [77, 78], extended from Gosper’s algorithm by Doron
Zeilberger, also known as the method of creative telescoping, is again for finding
recurrence relations that are satisfied by definite sums, the same job as Sister
Celine’s method does. But it does that job a great deal faster. Zeilberger's
algorithm occupies a central position in the study of definite sums, it has made
the computerized proofs of a whole generation of identities possible. Zeilberger’s
algorithm can also be easily adapted to the g-case [69, 42, 50, 19]. The termination
problem of (g-)Zeilberger’s algorithm has just been fixed quite recently by several
researchers [5, 6, 9, 14, 20, 44].

What Sister Celine’'s method and Zeilberger's algorithm can produce is a
recurrence that the sum satisfies, and it is very likely that the recurrence happens
not to be of first order, in which case, we need some techniques to find the “simple”
solution of the recurrence. This problem has been extensively studied for both
ordinary and q recurrence relations in piles of literature, and bundles of algorithms
have been proposed for finding the polynomial solution [52, 8], rational solution
[2, 3, 4, 7, 21, 64], hypergeometric solution [52, 10, 53, 22], and the more general
d’Alembertian solution [11].

Summarizing, the above classical algorithms of computer proofs of identities
are in the following framework, which was recognized by Zeilberger [76]:

Proving an identity like
Y F(n,k) = f(n)
k

can be performed in the following steps.

1. Find a recurrence relation that is satisfied by the summation on the left
hand side.

2. Substitute f(n) into the same recurrence to verify that it satisfies the same
recurrence.

3. Check that both sides agree for enough corresponding initial values.

Step 1 is just the mission of Sister Celine’s method and Zeilberger's algo-
rithm. Gosper’s algorithm can find f(n) directly from F(n,k) if F(n,k) is

2
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Gosper-summable, while algorithms for solving recurrences can find f(n) from
the recurrence that f(n) satisfies.

Beyond the above traditional framework, another stupefying idea, proving
identities by numerical verification, also arose.

It was Zeilberger [75, 76] who first realized that when he studied Sister Ce-
line's method by means of Stanley’s notions of P-recursiveness and D-finiteness
[61). His original idea was to contend that every identity involving sums of prod-
ucts of binomial coefficients can be verified by checking a finite number of its
special cases, say for np < n < n;. Here we adopt the notation n; as used origi-
nally by Lily Yen in her doctoral dissertation [73] of 1993 under the supervision
of Herbert Wilf. Of course, for a given integer n, the identity is immediately ver-
ified. Since in the traditional framework, getting recurrence relations satisfied by
hypergeometric terms by Sister Celine’s method or Zeilberger’s algorithm always
involves solving a (generally large) symbolic linear system of equations and can
be prohibitively difficult on a computer [79]. The possibility of checking a finite
number of cases numerically is very appealing indeed.

Following the general idea that the estimate for n, is safe if it is the order
of the recurrence plus the size of the largest non-negative zero of the leading
coefficient of the recurrence plus the highest degree in n of any of the coefficient
polynomials, Lily Yen [72, 73] established the existence of n;, and also gave the
first a priori estimates of n; for hypergeometric identities. However her estimates
are extremely too large to be practical-sized computations [54], and it naturally
became an interesting question that how small we can make the estimate of n;. In
a later paper [74], Yen also showed that the estimates of n; for g-hypergeometric
identities can be spectacularly reduced because of the generic variable “g”, which
eliminates the vanishing of the highest coefficient of the recurrence. In 2003, the
estimates of n, for g-identities were further greatly reduced by Zhang and Li [82],
and Zhang (80, 81], which employed the famous Wu'’s elimination method [70, 71].

As Yen [73] pointed out, “If more is known about the linear system of equa-
tions, the size of n; can be greatly reduced.” We [33] tried to dig out more in-
formation from the concrete linear systems obtained from Sister Celine’s method
or Zeilberger’s algorithm, and derived sharper bounds of n; for both ordinary
and ¢g-hypergeometric identities. These bounds have made the verifications more
feasible in comparison with previous estimations. For instance, we get n; = 4
and 7y = 12091 for identity 3, () = 2" and 37, (?)* = (*"), while the bounds
returned by Yen [72] are 10'* and 10*!® respectively. For the ¢-Chu-Vandermonde
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identity, our approach returns n; = 25, while Yen [74] and Zhang [80] return 2358
and 191 respectively.

This thesis is organized as follows. In the next section, we provide some nota-
tions and basic definitions that are used throughout the entire thesis. In Chapter
2, we will introduce the degree and height of polynomials, the very information
we dig out from the system, and present an algorithm for estimating the upper
bounds for the degree and height of the polynomial solution of a symbolic linear
system of equations. Computing issues involved in the algorithm are discussed
as well. As a byproduct, we also offer a method for numerically solving symbolic
linear system. In Chapter 3, we will show the flow of derivation of n; by applying
our method to the linear systems obtained from both Sister Celine’s method and
Zeilberger’s algorithm. Plenty of examples are presented in the end.

1.2 Notations and Basic Definitions

In this section, we recall some notations and basic definitions in the thesis.

As usual, we denote the set of integers, non-negative integers, rational num-
bers, real numbers and complex numbers by Z, N, Q, R and C respectively. Let
K be a field of characteristic zero, and let [n] denote the integer set {1,...,n}.

_ In this thesis, we adopt the notation

[ z(z+1)---(x+n-1), n>0;
(.’D),, = (T-i%)_—,.’ n<0,
to denote the generalized rising factorial. Note that ordinary rising factorial, also
known as rising factorial power [32, p. 48] or Pochhammer symbol, is usually

only defined for n > 0.

A function f from D C Z to K is said to be a hypergeometric term if the
ratio of two consecutive terms is a rational function, i.e.,

oy o

where r(z) if a rational function from Z to K.

Similarly, a bivariate function F from D C Z2 to K is called a (bivariate)
hypergeometric term if
F(n+1,k)
Fak ™ TFeb
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are both bivariate rational functions from Z2? to K.

Definition 1.2.1 A function F(n, k) is a (bivariate) proper hypergeometric term
if it can be written as

F(n,k) = P(n, k)%%‘::ﬁz", (1.2.1)

where z is an indeterminate over, say, the complex numbers, and
1. P(n, k) is a bivariate polynomial,
2. a;,b;,u;,v; € Z are specific integers,
8. ¢, w; are constents, and
4. vu,vv € N are finite, non-negative, specific integers.

For our purpose, we focus on a class of special proper hypergeometric terms
which are in the same form as (1.2.1) with tightened conditions:

1. P(n, k) is a bivariate polynomial from Z to Q,

2. ¢, w;, 2 € Q are specific rational numbers, and

3. F(n, k) does not depend on any other parameters.
In the rest of this thesis, it means this special proper hypergeometric term when
we refer to proper hypergeometric terms.

For the g case, we have g-analogue of the above stuff.

Let ¢ be transcendental over K. When q is a fixed non-zero complex number
with |g| < 1, the g-shifted factorial is defined for any complex parameter a and
integer k by

(@ 9)e0 = [J(1 ~ g
k=0

(1-ad)(1—aq)---(1—ag"?), n>0;

1, n=_0
1

T n<0.

(2; @)oo

(a;@)n = m =
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We also use the notation [a], to denote the g-shifted factorial as in [46].

For brevity, we write

(a1, -+ 8mi @n = (61595 " ** (@m; Dy
where n is an integer or oo.
The natural g-analog of the binomial coefficients is defined by

[”] - CH _(-g)(1=gY---(1~ qn—m+1).
m] (4 9)m(% Dn-m A=q)-(1—qm

We refer the readers to the classic literature [15, 16, 29] for more g-theory
stuff.

A function f from D C Z to the rational function field K(q) is said to be a
g-hypergeometric term if the ratio of two consecutive terms is a rational function,
ie.,

fnt+1) _ .
f(n) - T(q )7
where r(z) is a rational function of z over K(g).
A bivariate function F from D C Z? to K(q) is called a (bivariate) g-

hypergeometric term if there are bivariate rational functions r(z,y) and s(z,y)
over K(q) such that

F(n+1,k)
F(n,k)

F(n,k+1)

k) s(q", &)

=r(g",¢") and
As in the ordinary case, we focus on a class of special (bivariate) g-proper
hypergeometric terms which can be written in the form

uu X
F(n, k) — P(q",qk) Hgfl[cz]ain+bik q-’k(k—l)/sz,
[LZ: [wiluin ok

in which
1. P(¢",qF) is a bivariate Laurent polynomial in ¢*, ¢* over K(g),
2. ai, b, ui,v;, J € Z are specific integers,
3. ¢, w;, z € K(q) are specific constants,

6
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4. uu,vv € N are finite, non-negative, specific integers and
5. F(n, k) does not depend on any other parameters.
In the following chapters, when speaking of g-proper hypergeomeiric term

without any additional qualification, then this special q-proper hypergeometric
term is meant.



Chapter 2

The Degree and Height of Polynomials
and Polynomial Determinant

The degree and height of polynomials play a key role in both Yen’s [72, 73] and our
method [33] to estimate n;. This chapter is mainly concerned with the degree and
height of polynomials and polynomial determinant, which underly the estimating
algorithms in the next chapter. First we show some basic properties of the degree
and height of polynomials, and derive formulas for calculating the upper bounds
of the degree and height of a polynomial determinant. Next we talk about the
computation issue of the degree and height bounds. Then we present the DHB
algorithm for computing upper bounds on the degree and height of a non-trivial
polynomial solution of a symbolic linear system of equations. Finally, we offer
a numerical method to solve symbolic linear systems based on the result of the
DHB algorithm.

2.1 The Degree and Height

First let us recall the well-known polynomial remainder theorem in algebra which
states that the remainder, 7, of a polynomial, P(z), divided by a linear divisor,
z — a, is equal to P(a). Then for polynomials with integer coefficients, we can
easily derive the following lemma.

Lemma 2.1.1 Let P(z) = apZ™ + an-12""! + - -+ + a;z* € Z|z] be a univariate
polynomial inz andn >t > 0,a; # 0. If =y is a non-zero integer root of P(z),
then zola;. Conseguently, for any integer > |as|, P(z) # 0.

9
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Lemma 2.1.1 implies that the trailing coeflicient can be taken as an upper
bound of the largest non-zero integer root of a polynomial. However, the trailing
coefficients may be eliminated during additions. For example, given P, =2z + 1
and P» = 2z — 1, then P, + P, = 4z. Thus it is impossible to tell the trailing
coefficient of P; + P, by tracking only the trailing coefficients of P, and P,.

A safe way is to track the largest absolute value of the coefficients, which
clearly is an upper bound of the trailing coefficient. Recall that the largest abso-
lute value of the coefficients of a polynomial P is called the height of P, usually
denoted by the [*-polynomial norm ||P||s, or |P] as a shorthand.

Now let us see some properties of the degree and height of univariate poly-
nomials. Here we denote the degree of a polynomial P(z) by deg(P) and define
deg(0) = —oo.

Lemma 2.1.2 Let K be a field of characteristic zero and Py, P,, ..., P, € K[z]
be polynomials in z with degrees dy, ds, . .., d,, respectively. Then

(1) deg(P1 + P2 +-+ Pn) S max(dl,dg, - ,d,,),'

(2) deg(P1Py---P)=dy+do+---+d,.

Suppose further that K is a subfield of C, the field of complex numbers, and the
heights of Py,..., P, are hy, ..., hy, respectively. Then

3 |IPA+P+ -+ P | <hi+ho+--+hy;

n~-1 i n

ORISR AR || (min (Z dj, d,-+1> + 1) JI ks

i=1 i=1 i=1

Proof. The first three assertions are obvious, we thereby only prove the fourth.
First, let us consider the case of n = 2. Suppose

dy

d.
P1=Za,-zi and P2=22:bj$j,

i=0 7=0
then

di+dz2
PP = Z (Z aib]-) z*.

k=0 \i+j=k

10
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Let cx = 3, ;-4 aibj. Note that in c;, the number of terms in the summation is
no larger than min(d;,dp) + 1, we have, for each k, |cx| < (min(dy, d2) + 1) hyhs.
Thus,

|PLP| = {lexl} < (min(dy, d3) + 1) hihy.

0<k<d; +d¢
The conclusion follows immediately by induction on n. |

Denote by H the right hand side of the inequality in assertion (4) of Lemma
2.1.2. Note that H depends on the order of P;’s degrees, while |P,P,---F,| is
free of that order. Fix dy,. .., d,, for any permutation o of [n], let

D,(dy,...,d,) = i:[ (mm (i da(j), da(,'+1)) + l) , (2.1.1)

i=1 j=1

Hy(P,...,Pa) = D, - [[ 1o - (2.1.2)

i=1

Clearly, the minimum of H, among all the permutations will be large enough
to be an upper bound of |, P, - - - P,|. The following lemma tells when it reaches
the minimum.

Lemma 2.1.3 Given non-negative integers dy, . ..,d,, o ranges over all permu-
tations of [n], D, is minimal when dy(y) > do2) > +++ 2 do(n)-

Proof. Given an initial order of dy,...,d,, suppose that they are not in de-
scending order, then there must exist two consecutive terms d; and d;,; such
that d; < di;;. Consider the identical permutation 1 and the transposition
7 = (4,4 + 1). By definition, we have Dy =[]’} b;, where

Jj=1
b= min(dl, dZ) +1,

b,-_1=min(d1+d2+---+d'_1, dg)+1,
b.-=n1jn(d1+d2+'--+d¢, d,'+1)+1,

bn_y = min(dy + da + -+ - + dpy, dy) + 1.
Similarly, we have D, H;':ll b; with ¥, = b; except for the following two terms:
b,y =min(dy + dy + - - - +di_1, diq) + 1,
b:=min(d1+d2+"'+di—1+di+lv d)+1=d;+1.

11
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We distinguish three cases:
Case 1. If dy+dy+---+d;1 < d; < diy1, then

bi—1 =b;_1=d1+d2+"'+di—1+1
and
b;' zmm(d,, d;+1)+1=d,+1=b:
Thus we have D; > D,.
Case 2. Ifd;<dy+do+---+di_y < diyq, thenb,-_1=b§=d,~+1and

b; > min(dy +dz + -+ +diy, diga) +1=0_,.

We still have Dy > D,.
Case 3. If d; < diyy < dy+da + -+ d;i_4, then

b,'_l = b: = d,' +1 and b,' = bl-_l = d,‘+1 + 1,

implies that Dy = D...

Summarizing, D, will not increase by swapping two consecutive ascending
terms, thus we can always do this swap to decrease D, until dy(yy,...,do(n) is
descending. Therefore, D, is minimal when dy(1y > do(2) 2 -+ 2 do(n)- 1

Moreover, provided that dy(1) > do(2) 2 -+ 2 do(m), Dy can be reduced to
the following form.

D, = (da(z) + 1) (d‘,(s) + 1) e (d,(,.) + 1) . (2.1.3)

As a simple example, let Pi(z) =z + 1, Py(z) = 22 +2, P(z) =23+ 1.
Then d1 = 1, dg = 2, d3 = 3 and hence D123 = D213 = 8, D132 = D312 = D321 =
Dy3 = 6. We see that Dsp; is minimal in the set {D,}.

Given polynomials Py, ..., P, and d; = deg(P,), let minD(d,,...,d,) and
minH(P,, ..., P,) denote the minimum of D, and H, for o € S,, respectively,
where S,, denotes the set of all the permutations of [n]. Then combining Lemma
2.1.2 and Lemma 2.1.3, we can derive upper bounds on the degree and height of
a univariate polynomial determinant.

12
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Theorem 2.1.4 Let K be a field of characteristic zero and M = [p;;(z)]nxn be a
matriz whose entries are polynomials in K|z|, and denote the set of permutations
of [n] by Sp. Then the degree of det(M), determinant of M, is bounded by

deg(det(M)) < max {diz) + doa(2) + - - - + demy } £ D(M), (2.1.4)

where d; ; = deg (pij(z)). Suppose further that K C C, then the height of det(M)
is bounded by

| det(M)| < z minH (py 1) (Z); - - . , Prxmy(2)) 2 H(M). (2.1.5)

TESn

Proof. Starting from the definition of the determinant, we have

deg(det(M)) = deg (Z sgn() Hps,nw)

TESn i=1

< max {deg <ﬁ p‘i,ﬂ’(ﬂ')) } (Lemma 2.1.2 (1))

i=1

= max {dy ) + dya@) + - + dni} , (Lemma 2.1.2 (2))

here sgn(w) denotes the signature of the permutation w: +1 if 7 is an even
permutation and —1 if it is odd. sgn{r) is also known as the signature of the
number of inversions of the product of the permutation.

In view of the definition of determinant, inequality (2.1.5) can be proved
similarly by using Lemma 2.1.2 (3), 2.1.2 (4) and Lemma 2.1.3. |

For example, let
1 0 -2
M= [p.'j(z)];;xs = z+1 —z 2 ’
0 1 1
we have

ma.x{dl,,,(l) + dg,ﬂ(z) + d3,,,.(3) l e S3} =1,

> minH (p121)(2), P2.+@)(2), Pamia)(2)) = 5.
®ES3

In fact, det(M) = —3z—4, whose degree and height are 1 and 4, respectively.
Clearly, inequalities (2.1.4) and (2.1.5) hold.

13
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Since 7 ranges over all the permutations of [n], it is straightforward that
D(M) and H(M) are invariant under the transpose of matrix and permutation
of rows and columns.

Corollary 2.1.5 Let M be a square polynomial matriz, MT be the transpose of
M, M, be the matriz obtained by swapping any two rows of M and M, be the
matriz obtained by swapping any two column of Mz, D(M) and H(M) are defined
as in (2.1.4) and (2.1.5), respectively. We have

L D(M) = D(MT) = D(My) = D(My),
2 H(M) = H(MT) = H(My) = H(My).

Note that D(M) depends only on the degrees of the entries and H(M) de-
pends on both the degrees and the heights of the entries. Therefore, we need
only play with numbers to obtain these two upper bounds, which makes the com-
putation faster than calculating det(M) explicitly. In implementation, we can
directly take as input the degree matrix and height matrix of M to compute
D(M) and H(M). However, the complexity of computing D(M) and H(M) as
formulas (2.1.4) and (2.1.5) requires running over all n! permutations, so it will
soon become extremely slow when the order of M grows. In the next section, we
will discuss the computing issue of D(M) and H(M).

2.2 Computing D(M) and H(M)

The complexity of computing D(M) and H(M) straightforwardly by their defini-
tions (2.1.4) and (2.1.5) are O(n - n!) and O(nlogn - n!), both super exponential!
More precisely, the complexity of H(M) is O((nlogn + 3n)n!), here we suppose
a sorting algorithm with complexity O(nlogn) is employed, and O(3n) is the
complexity of computing (2.1.3) plus the multiplication of h;’s as in (2.1.2). Due
to the high complexity, even for slightly larger M, the executing time of com-
puting in this way is not acceptable. As our experiments on Maple (version 9.5)
with a Windows installed PC machine of 2 GHz CPU (AMD Athlon 64 Processor
3200+) and 1 GB memory indicate, it quickly, usually in less than one second,
returns D(M) and H(M) for matrices of size up to 7-by-7. However, for a 9-by-9
matrix it takes 71 seconds, and for a 10-by-10 matrix, the time sharply goes up
to 768 seconds. For the 19-by-19 matrix produced by the Dixon sum identity, the
program did not terminate in a whole day!
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In fact, the problem of evaluating polynomial determinant and computing
its degree and zeros has been studied extensively (e.g., [45, 60, 34, 37, 65, 24]).
[34] presented a numerical method for evaluating the degree of a polynomial
determinant based on an early result on the Smith-MacMillan form of a rational
matrix [63]. This method seems to be a little bit complex, while [24] proposed a
much simpler recursive method for obtaining an upper bound of the degree.

On the other hand, given the degree of the determinant of a univariate polyno-
mial matrix, it is possible to calculate the determinant by using the interpolation
technique, i.e., once we have determined the degree of a univariate polynomial
determinant, we can use d + 1 values for the variable and calculate the determi-
nant d + 1 times to obtain d + 1 points, which would interpolate the polynomial.
Once the whole polynomial is evaluated, its height is of course clear.

In this thesis, we will attack the computation of D(M) by interpreting it into
the classical assignment problem.

The assignment problem is a fundamental combinatorial optimization prob-
lem:

Given a number of agents and a number of tasks, the agents will be assigned to
perform the tasks, incurring some cost that may vary depending on the agent-task
assignment. The goal is to find an assignment whose cost is minimized subject to
the following requirements,

1. Any agent can be assigned to perform any task,
2. Each agent i3 assigned no more than one task,

3. Each task is assigned to eractly one agent.

If the numbers of agents and tasks are equal and the total cost of the assign-
ment for all tasks is equal to the sum of the costs for each agent (or the sum of
the costs for each task, which is the same), then the problem is called the linear
assignment problem. Usually, when speaking of the assignment problem with-
out any additional qualification, then the linear assignment problem is meant.
In terms of graph theory language, the assignment problem consists of finding a
maximum weight matching in a weighted bipartite graph.

The assignment problem can be formulated into a linear 0-1 integer program-
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ming.

minimize Z Z (2, 5)xij

i€A jET
subject to
Zx,-j =1, fori€ A,
JET
Z.’E,‘j =1, for j €T,
icA

z;j=0o0rl foriec A,jeT,

where A and T are the sets of agents and tasks respectively, c: AxT — R is
the cost function, z;; represents the assignment of agent ¢ to task j, taking value
1 if the assignment is done and 0 otherwise. The first and second constraints
correspond to requirement 2 and 3, respectively.

For our case, the sets of agents and tasks are both [n], a permutation 7 of
[n] corresponds to an assignment, c(%, j) maps (4, j) to d;j, the degree of (i, j)-th
entry of M, and D(M) is the very objective function. Noting that our objective
function is maximization, which is essentially equivalent to a minimization one
by a trick that subtracting the objective function from a large enough value.

There are various ways to solve assignment problems. Certainly it can be
formulated as a linear program by applying linear programming relaxation, i.e.,
modifying the last constraint into z;; > 0, and then the famous simplex method
(cf. [23, 48]) or interior method [38] can be used to solve it. In addition, it
can also be formulated as a network problem and solved by the network simplex
method which may runs quickly. The best known algorithm for solving the linear
assignment problem may be the Hungarian method [43] of which the computation
complexity is O(n3). The author refers the readers to [48] for details about linear
programming, the assignment problem and the Hungarian method.

As to the computation of H(M), we are not so lucky as D(M). The definition
of D, min(D,) and thus min(H,) are all non-linear, and the absence of an explicit
formula for min(D,) makes the situation even worse.

We have considered giving up finding the min(D,) and use the recursive
method for calculating the degree upper bound of polynomial determinant in [24]
to calculate the height bound. However, because of the lack of tracking the height
upper bound in the division operation of polynomials like in the addition, subtrac-
tion and multiplication operations as in Lemma 2.1.2, the unwinding technique in
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[24] is not applicable to the height calculation, and the absence of this technique
will result extremely large height bounds. For example, for the following degree
matrix and height matrix extracted from Example 3.5.2,

22000 2 2111
22011 10 4 2 1 2
Mp=122012|, My=|18 213 3|,
10001 31111
006000O0 11111

formula (2.1.4) and (2.1.5) return D(M) = 6, H(M) = 12089, while the recursive
method in [24] returns 7 as the degree bound and 4 x 10% (approxmate) as the
height bound without applying the unwinding technique.

An alternative way is to find an upper bound for H(M). Investigating the
definition of H(M) again, minH(-) actually consists of two parts:

n
minH (pl,r(l) (17)1 cee 7pn,1r(n)(z)) = minD (dl,ﬂ'(l); cee 7dn,1r(n)) . H hi,ﬂ'(i)a

i=1
where d; »(;y = deg(p; »()) and h; x(i) = |Pin(y|. The former degree part appears to
be more complicated than the latter height part. If we can find an upper bound
MD of minD (d1,7r(1), .. .,d,,,,,(,')) for all # € S,, then we can enlarge H(M) as
follows.

H(M) = z minH (py #(1)(2), - - - , Poa(m)(2))

TESy
= z minD (d1,1r(1)y ceey dn,w(n)) : H hi,‘lr(c’)
TESn i=1
n
SMD- Y ] hino-

7ESn i=1
The latter part is in fact the permanent of the matrix My, where My =
(hij)nxn i8 the height matrix of M, i.e., hi; = |p;.

Permanent is a well-known combinatorial object, it has two graph-theoretic
interpretations: as the sum of weights of cycle covers of a directed graph, and as
the sum of weights of perfect matchings in a bipartite graph. The permanent of
an n-by-n matrix A = (aij)nxn is defined as

perm(A) = Z H Q;,m(3)

wESn =1
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the sum here extends over all permutations of [n].

This definition, as a sum of products of sets of matrix entries that lie in
distinct rows and columns, is quite similarly to the corresponding formula of
determinant, and differs only in that the determinant assigns a X1 sign of the
permutation to each of these products, the permanent does not.

Sadly, given the above similar definition between the permanent and the more
complicated-looking determinant, the complexity of the best-known algorithms
for computing permanent grows exponentially with the size of the matrix [39, p.
499], while the determinant can be computed by Gaussian elimination in polyno-
mial time O(n®). In fact, Valiant [62] has proved that computing permanent is
#P-complete, putting the computation of the permanent in a class of problems
believed to be even more difficult than NP. The fastest known (as of {57, p. 4])
general exact algorithm for computing permanent is based on the Ryser’s formula
[59], whose complexity is O(n - 27).

Now let us come back to MD. Let rd; = max{d;; | 1 < j < n} and cd; =
max{d;; | 1 £ i < n} denote the maximum value of the i-th row and j-th column
respectively. Obviously, for any 7 € S,,, we have

minD (dl,,,(l), ooy dn,,,(n)) < minD(rdl, ceny Td,,),
minD (dl,ﬂ-(l), ceny dn,‘n’(n)) S mmD(cdl, ey Cdn)

Thus M D = min(minD(rdy, .. .,rd,), minD(cdy, . . ., cdy)) is a safe upper bound
of minD (dl,w(l); ey dn,r(n))'

The complexity of computing the above M D is O(n? 4+ nlogn + 2n), here
O(n?), O(nlogn) and O(2n) are for finding rd;’s (cd;’s), sorting rd;’s (cd;’s)
and computing (2.1.3) respectively. Clearly, this approximating computation is
much faster than computing by the definition. For example, noting the time we
mentioned in the beginning of this section, it takes only less than one second
to compute M D for the 19-by-19 matrix yielded from the Dixon sum identity.
However, the approximating value is usually much larger than the exact value.
For example, for the following 7-by-7 degree matrix produced in Example 3.5.7,

7771111
8882333
7771233
6 660123]|,
555001 2
4440001
333000 0]
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it returns M D = 53760 while the exact D(M) = 26, which puts us in the dilemma
of speed and precision. It might be an interesting question to find how small M D
could be.

2.3 The Degree-Height Bound Algorithm

First we give an algorithm that refines Yen’s idea [73] to find a non-trivial solution
of linear system of equations.

Input: Linear system Mx = 0, here M € D**™ is an | x m (I < m) matrix of
rank p, and D is an integral domain. x = [21,Z2,...,Zm)”-

Output: A non-trivial solution of the system.

1. Permute the rows and columns of M, so that the top left corner sub-matrix
M formed by the first p rows and p columns is of rank p. Meanwhile,
permute the unknowns z,'s according to the column permutation. Denote
the new system by M'x’ = 0.

2. Let y be the column vector formed by the first p rows of the (p+1)-th column
of M" and let X = [z},...,}]7. We now consider the inhomogenous linear
system Mx = —y.

3. Let M; be the matrix obtained by replacing the i-th column of M with —y.
By Cramer’s rule,

—_ —_ ~ 9T
det M; det M, det M,
det M detM'~~~ detM

is a solution to M% = ~y. Hence,
[det]Tl],detE,...,detm,detﬁ,o,. .07
is a non-trivial solution to M'x’ = 0.

4. Corresponding to the column permutation in step 1, rearrange the elements
of x'. Then we finally obtain a non-trivial solution to the system Mx = 0.

In the above construction, we see that each entry of the solution is the deter-
minant of a p X p sub-matrix of M up to a sign. Thus, when M is a polynomial
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matrix, the degrees and heights of these determinants are bounded by Theorem
2.1.4. Moreover, the following two lemmas enable us to evaluate the degree and
height bounds of all the entries of the solution without evaluating p and calcu-
lating D(-) and H(-) for all the p x p sub-matrices of M.

Lemma 2.3.1 Let K be a field of characteristic zero and A = [p;;(n)] be a square
matriz whose entries are non-zero polynomials in K|[n]. Then for any square sub-
matriz A' of A, we have D(A’) < D(A). Suppose further that p;j(z) € Z[z] for
alli,j. Then H(A") < H(A).

Lemma 2.3.2 Let K be a field of characteristic zero and A = [p;;(n)], A’ =

i7(n)] be two square matrices of the same order whose entries are polynomials in
K([n]. Suppose that deg(p;) < deg(py;) for alli, j, then D(A") < D(A). Suppose
further that K C C and |pj;| < |py| for all 3,35, then H(A") < H(A).

Lemma 2.3.1 converts the computation of p x p sub-matrices to that of [ x [
sub-matrices and enables us to avoid computing the rank p, which is equivalent to
solving the system. Proper use of Lemma 2.3.2 further reduces the computation
to one special [ x ! sub-matrix. To this end, we define two kinds of transformations
on a matrix.

Definition 2.3.3 Let K be a field of characteristic zero and A = [p;;(n)] be a
matriz whose entries are polynomials in K(n]. :

A 0-1 augment is the transformation of replacing each zero entry of A with
1. Denote the resulting matriz by A.

Suppose that K C C. A DH augment is the transformation as follows: choose
a column, say the k-th column, of the matriz A, replace those entries p;;(x) that
satisfy |pi;| < |pix| or deg(pi;) < deg(pix) with h - z* where h = max(|p;;|, |pix|)
and d = max(deg(p;;), deg(pix)), and finally delete the k-th column from A. We
call this special chosen column the augmenting column. The resulting matriz is
denoted by A

Now we are ready to present the degree-height bound algorithm (DHB al-
gorithm in short). :

Input: An X m (I < m) matrix M = [p;;(n)] whose entries are polynomials in
Zin].

Output: Two integers d and h.
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1. Repeat DH augment on M and set M = M until M becomes an I x ! square
matrix.

2. Do 0-1 augment on M and set M = M.
3. Return d = D(M), h = H(M).

Remark 2.8.4 Notice that the DH augment involves the selection of a special col-
umn — the augmenting column. In order to obtain smaller bounds, we might prefer
to an as small as possible column, e.g., the one with the minimum height sum or
degree sum.

Remark 2.8.5 The 0-1 augment and DH augment can also be defined on the degree
matriz Mp = (di;) and height matriz My = (hy;) of the polynomial matriz M with
slight modifications: 0-1 augment involves replacing —oo entries into 0 in Mp and
replacing zero entries in My into 1, and DH augment involves replacing d;; with
dg if dij < dix and replacing hij with hy if hij < hi. Then in implementation,
we can directly take the two numerical matrict Mp and My as input to the DHB
algorithm to save time and space.

The following theorem shows that d and h are upper bounds on the degree
and height of a non-trivial polynomial solution to the system Mx = 0.

Theorem 2.3.6 Suppose that M = [p;j(n))ixm (I < m) is a matriz whose entries
are polynomials in Zin|. Let d and h be the integers returned by the DHB algo-
rithm. Then there exists a non-trivial polynomial solution x = [z;(n), z2(n),...,
Tm(n)]T of the system Mx = 0 such that deg(zi(n)) < d and |z;(n)| < h for all
i=1,2,...,m.

Proof. For convenience, we denote the resulting matrices after step 1 and step
2 in the DHB algorithm by M; and M,, respectively. Let A be an arbitrary
I x m (I < m) matrix whose entries are polynomials in n. From the definition of
DH augment, for each square sub-matrix B = [p;;(n)] of A, there exists a square
sub-matrix C = [g;;(n)] of A such that deg(p;;) < deg(g;) and |py| < |gyl-
By Lemma 2.3.2, we have D(B) < D(C) and H(B) < H(C). Repeating the
discussion, we derive that for each square sub-matrix B of M, there exists a
square sub-matrix C of M, such that D(B) < D(C) and H(B) < H(C). One
more step shows that this also holds for M,.
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Now by Lemma 2.3.1, for each square sub-matrix C of M, we have D(C) <
D(M,) and H(C) < H(M,). Therefore, for each square sub-matrix B of M, we
finally have

D(B) <D(M;) and H(B) < H(Mo).

Since there exists a non-trivial solution to the system Mx = 0 represented
by the determinants of sub-matrices of M up to a sign, the theorem follows. 1

Sometimes we may need only the bound on part of the unknowns, say z;’s,
j €8 < {1,2,...,m}. Then in the DHB algorithm we may use the following
partial DH augment instead:

Choose a column, say the k-th (k € S) column, of the matrix A, replace those
entries p;;(n) (j € S) that satisfy |p;| < |pik| or deg(pi;) < deg(pix) with h - n¢
where h = max(|p;;, |pix|) and d = max(deg(p;;), deg(pix)), and finally delete the
k-th column from A. We call the resulting algorithm the partial DHB algorithm.
An extreme case is that |S| = 1, which corresponds to the operation that directly
delete the column that S indicates.

Notice that d and h obtained by the partial DHB algorithm are the upper
bounds for the degrees and heights of the z;'s with j € S which constitute part
of a non-trivial solution of the system Mx = 0. This can be proved by the same
arguments as in Theorem 2.3.6.

2.4 Numerically Solving Symbolic Linear
System of Equations

In this section, we introduce a numerical way to solve the symbolic linear system
of equations.

First recall the classical two steps to find polynomial solutions of linear re-
currences with polynomial coefficients.

1. Compute an upper bound d for the possible degrees of polynomial solutions
of the recurrence.

2. Given d, find polynomial solution(s) with degree(s) no larger than d.

Step 1 can be performed by Abramov’s [1] and Petkoviek’s [52] approaches.
The most common way to perform step 2 is the method of undetermined coef-
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ficients, which has been also used to find non-zero polynomial solutions of first-
order recurrence in Gosper’s algorithm [31] and arbitrary order recurrence in
algorithm Poly [52]. Some more sophisticated methods for this purpose are also
devised, e.g., [8] and the interpolation techniques [17, 67].

Inspired by this, we split the problem of solving symbolic linear system of
equations into the following two subproblems:

1. Estimate an overall upper bound d, or a sequence of upper bounds d;’s for
the possible degrees of polynomial solutions of the system.

2. Given d or d;’s, find all polynomial solution(s) with degree(s) no larger than
d.

In fact, the first problem has been fixed by the (partial) DHB algorithm intro-
duced in Section 2.3, and the method of undetermined coefficients can be used to
solve the second problem as follows, first plug generic polynomials of degree d (or
d;’s) for the unknown polynomials z;(n)’s into the symbolic system, then equate
the coefficients of like powers of n, and solve the resulting linear algebraic equa-
tions for the unknown coefficients of z;(n)’s. Note that these equations are linear
since the original system is linear in z;(n)’s. Finally, substitute the coefficients
back into the generic polynomials to retrieve the polynomial solutions.

In the following, we walk through a running example to illustrate the general
idea.

Consider S(n) =Y, (Z)z, which will be discussed again in example 3.5.2. By
Zeilberger's algorithm [46], we will produce the following linear symbolic system

n2+2n+1 n?4+2m+1 n24+2n+1 -1 -1 -1 eo(n)
an? +10n+6 2nP+4n+2 0 -2 n m+2 ex(n)
6n?+18n+13 n?2+2n+1 0 0 2n+3 -n?2+3|. ex(n) =0.
n+3 0 0 0 0 -n-1 Zo(n)
1 0 0 0 0 0 z1(n)
Ta(n)
2.4.1)

The DHB algorithm will indicate that the degrees of e;’s and z;'s are no larger
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than 7. Thus write ¢;’s and z;'s in the following generic form:

7
e;i(n) = Za,,-kn", fori=0,1,2, (2.4.2)
k=0
7
zi(n) = Zasﬂ-,kn", fori=0,1,2, (2.4.3)
k=0

where a;’s are the undetermined coefficients. Substitute them into the system
(2.4.1), then the equations become polynomials in nn with unknown coefficients
a;x. Now equating to zero the coefficients of each power of n in these polynomials,
we get a linear algebraic system with 47 equations and 48 unknowns (see figure
4.1), the solution of this system is shown in figure 4.2, where a3, a4, azs, G40, @41
are the five free variables. Then substitute the solution back into (2.4.2) and
(2.4.3), we finally obtain

[ eo(n)= 0
e1(n) = —4agsn® + (205 — 4az4)n* + (—4ags — 4ags + 2a24)n3
+(2a93 — 2a43)n? + (—4ag3 — 4az; — 12a5 + 6agy + ag3)n
—24a53 — 6az, — 72a55 + 36a24 + 6a43
ex(n) = apsn® + apn? + assn® + (2005 — azs + 3ag3)n® + ann

+8ags + 2a01 + 24as5 — 12a94 — 2a43

To(n) = —24azs — 6az — 72a5 + 36a4 + 64
+(—48a3 — 15091 — 144as5 + 72024 + 12a43)1
+(—24G.23 -~ 12021 - 78025 + 39024 + %(143)122
+(—3az1 — 3a43 — 3as3 — 12a5 + 6agy)n®
+(—6a23 — 3043 — 6ass)n® + (—3az3 — 3ags — 6agy)n®
+(—6ags5 — 3az4)n® — 3agsn’

z1(n) = 8agz + 2a2 + 24as — 12024 — 2043
+(4a21 + 12a23 + 36a95 — 18a24 — 3a43)n
+(2a53 + 2a21 + 8ags — 4agy)n®

{ +ag3n® + (203 + 2ag5)n* + 2a24n® + 2a95n°

Moreover, taking ags = ag4 = a3 = a3 = 0 and ay; = 1, ¢;’s can be reduced

to
eo(n) =0
ei(n)=—-4n—6 (2.4.4)
ex(n) =n+2

On the other hand, part of the solution of the linear symbolic system (2.4.1)
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n+2
e2(n) = e3(n)
where e5(n) is a free variable. Taking e;(n) = n + 2, we obtain the same polyno-
mial solution as (2.4.4).

eo(n) =0
ei(n) = —4248¢,(n)

In the above discussion, we applied DHB algorithm to produce an overall
degree upper bound for all the e;’s and z;’s. Alternatively, we can also take
advantage of the partial DHB algorithm to compute the degree bounds of e;’s
and z,'s separately. For example, taking S = {1} in the partial DHB algorithm
will return the degree bound of eg(n), taking S = {2} will return e;(n)’s degree
bound, etc. This strategy requires calling the partial DHB algorithm multi-times,
but will produce smaller degree bounds.

Now we formulate the general steps to numerically solve linear symbolic sys-
tem of equations.

Input: A linear system Mx = 0, where matrix M = [p;;(n)] is of order ! x m
(I < m), and p;j(n)’s are polynomials in Z|n].

Output: Polynomial solution(s) of the system.
1. Given symbolic system Mx = 0, apply (partial) DHB algorithm to get the
degree bound(s) of z;’s.

2. Write z;’s in the generic form like (2.4.2) and (2.4.3) with undetermined
coefficients a;’s, and plug into Mx = 0, then the equations become poly-
nomials in n.

3. Equate to zero the coefficients of each power of n in these polynomials to
get a linear algebraic system of equations for the unknown coefficients ag’s.

4. Solve the linear algebraic system and substitute the solution back into the
expression of z;’s.
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—az0 + ago + aso + azo — ago — a0 =0

aq1 — 2a10 — 2az0 — a1 + az — agr — 2ap0 — a11 +as1 =0

—2az7 — a16 — az6 — 2ag7 — age — 2a17 =0

—-a17—azr —agr =0

—2a01 + az2 — 2a31 — a2 + @42 — ago + asz — @12 — az2 — a0 — @10 — 2a21 =0
—a14 + Q44 — Q24 — Q22 — Qo4 — 2023 + 54 + a34 — 2003 — 2013 — @02 — a12 =0
a33 + as3 — aza — a13 — an — 2apz — az1 — ag1 — 2a12 — ap3 — 2az2 +ag3 =0
—a33 — a15 — Qo3 — 2a04 — Q25 + A45 — @13 — Go5 + ass + a3p — 2a24 — 2a14 =0
—age — Qg6 — Q24 — 2015 — Q14 — Gpa + Q36 + Q46 — Q16 + 56 — 2a05 — 2a25 = 0
as7 — G15 — A27 — Go7 — 617 — Gos — 2016 + a37 — A25 — 2az6 + aar — 2a06 =0
6ago + 2a10 — 2a3p + 2as0 =0

10ago + 2as; + 6ag; + 4210 + 2011 + 2as0 + g0 — 2a3; =0

4aos + 4a17 + 2a57 + 10ag7 + 2016 + a47 = 0

2a317 +4ag7 =0

10ag1 + 4aoo + 2as2 + 2a12 + 6aoz + 4a11 + 2as;1 + aq1 + 2a10 — 2a32 =0

2as54 + 2a12 + 2a53 + 2a14 + 10a03 + a43 + 4013 — 2a34 + 4apz + 6aps =0

4ays + 6ags + 1029z + 2a13 + 2a11 + 2as3 + 4a0y + ag2 — 2a33 + 2a52 =0

2a15 + 2as5 — 2a35 + 2013 + 2a54 + @44 + 4a14 + 6005 + 4apz + 10ags = 0

2a14 + 2as6 + aq5 + 6age + 2a16 + 4a15 + 2as5 + 4apq — 2a36 + 10ags =0

2as7 + 4ags + a4s ~ 2a37 + 2a15 + 4a16 + 10age + 6ag7 + 2as¢ + 2a17 = 0
—13agp — 3asp — a0 —3ag =0

—13(101 - 180.00 - 30.41 - 2a40 - 2a10 — a1 — 3a51 =0

—2a17 — 18ag7 — 6a0s — a16 + ase — 2a47 =0

< —6agr —a17 +asy =0
—2a3; — 3asz — 2a4; — 13ap2 — a10 — 18ap1 + ago — 3as2 — 6ago — a1z =0
—3as4 — 13agq — 3a44 + as2 — @12 — @14 — 2a13 — 18a93 — 2a43 — 6ag2 =0
—6ag1 — 2012 — 3as3 — 13a03 — a11 — 18ag2 + as1 — 2a42 — 3ag3 —a13 =0
~18ap4 — 2a14 — 6ap3 — a13 — 13ags + as3 — 3ass — 2a44 — 3ags —a15 =0
72a15 - 3055 - 30.45 - 180.05 — Q14 — 2a45 - ae —6(104 - 13a06 + asq4 = 0
—015 — 2846 — @17 — 13ag7 — 2a16 — 6ags — 18a0s + ass — 3asr — 3asy =0
—ago + 3agp =0

-2a00 + 3ap1 — as1 —aso =0

—as7 +2a97 =0

3agz — as1 + 2001 — a5y =0

3ags4 +2ap3 — asq —as3 =0

2a02 — a5y — as3 + 3ap3 = 0

3ags — asq — ass + 2004 = 0

3aos + 2aps — ass — asg = 0

3aopr — as7 — ase + 2a06 = 0

ag =0
apgr =0
ap2 =0
aps =0
ap3 =0
aos =0
ags =0
ag7 =0

Figure 4.1: The linear algebraic system for a;;
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a10 = —3a4o

a1 = —3a4)’ + 4ay49

012 = —6a33 — 24ags + 12a24 — 2a4; + dag
a13 = 2a24 — 4as3 — 4ass

a14 = 2025 — 4ax

a15 = —4azs

a0 = G40

21 = ag — 3ag

az2 = 3841 — Qg0 + 2a23 + 8azs — dazy

az3 = a23
a24 = Q24
a2 = azs
az = —3ay

ag1 = —3a40 — 30y

azs = —6az3 — 24az5 + 12a24 — Ea“ + 9a49
a3z = —48a2p + 24a24 — 6ag + %a40 — 15a23
a34 = —12023 — 24ass + 9azq — Jaa + 3ag
ags = —6ayq — 3az3 — azs

age = —60.25 - 3024

a3r = —3azs

as0 = aq0

Q41 = a41

a42 = 2a43 — 3040 + 2a23 + 8azs — 4azs

a43 = 12a05 — 6az4 + aq1 — 2a40 + 4az3

Q44 = 203 + 2a35

a45 = 2az4

a46 = 2a25

Figure 4.2: Solution to the system in Fig. 4.1.
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Chapter 3

Proving Hypergeometric Identities by
Numerical Verifications

In this chapter, we present our approach to proving hypergeometric identities by
numerical verifications. We first briefly describe the general idea of numerical
verifications accompanied with a running example. Next we show how to apply
our approach based on Sister Celine’s method to estimate n, for hypergeometric
identities. Then we combine our method with Zeilberger’s algorithm to estimate
n1. The g-analogue is also discussed. Plenty of examples of both ordinary and ¢
cases are presented at last.

3.1 Overview of the Approach
Before going into details of our estimation algorithms, let us first summarize the

general idea of estimating n; and walk through an example.

Suppose that we aim to prove an identity of the form

Y F(nk)=f(n), n2mn, | (3.1.1)
k

where 7 is a non-negative integer, F(n, k) is a proper hypergeometric term over
Q, and f(n) is a hypergeometric term.

Usually, under appropriate hypothesis, there exists polynomial coefficients
recurrence for S(n) = Y, F(n, k) such that
L
S an)S(n+i) =0, n>n,, (3.1.2)
i=0
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where L is a non-negative integer, a;’s are (not all zero) polynomials depending
only on n. If ar(n) # 0 when n > n,, we have

L1
Sn+L)=—-——= Za,-(n)S(n +1), for all n > n), = max(n, + 1, no).

Then S(n) is completely determined by its initial values: S(ng), S(no + 1),...,
S(nl,+ L — 1). Once proving that f(n) satisfies the same recurrence and S(n)
agrees with f(n) on these initial values, we immediately have S(n) = f(n) for all
n 2 ng.

Given the recurrence (3.1.2) for S(n), to verify that f(n) and S(n) satisfy
the same recurrence is just to show Zf:o a;(n)f(n + ) =0, or equally

R(n) = go aim)L (]F"‘(:)i) ~0.

Notice that since f(n) is hypergeometric, R(n) is a rational function of n. Suppose
that the degree of the numerator polynomial of R(n) is less than or equal to ny.
Then R(n) is identical to 0 if and only if R(n) = 0 holds for n = ng,np +
1,...,mp + ny, which in turn can be verified by checking S(n) = f(n) for n =
no,...,no+nf+L.

Now let ny = max(n}, + L — 1,n9 + ny + L), then we can safely claim that
identity (3.1.1) holds for all n > ny if and only if it holds for n = ng,...,n;.

Among the above three numbers L, n, and ny, n, is usually the most diffi-
cult to estimate and in most cases the largest. Yen used the following method
to estimate n,. First use Sister Celine’s method to obtain a linear system of
equations in some unknowns related to the a;(n)’s, then apply Cramer’s rule to
the system formally and thus get estimates for the degree d and the height m of
the coefficients of a;(n) , finally take md as n, by Proposition 3.6 in [73].

Beyond Sister Celine’s method, we also explore the techniques due to Mo-
hammed and Zeilberger [46] to obtain the linear system of equations. Advantages
of the latter techniques are mainly that the resulting system is directly in the
unknowns ag(n), ..., ar(n) and has smaller size. In addition, we dig out more in-
formation from the concrete linear system of equations so that the estimates for
the height become more accurate. Our approach sharply reduces the estimates of
n,; for hypergeometric identities, and is also applicable to the g-hypergeometric
cases.
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Now we take an example to illustrate the general idea of our method. Let us

consider the identity
; k(Z) =n2"1 n>0.

By the Theorem in [46], there exist polynomials ag(n), a;(n), zo(n), z,(n) such
that

ao(n)F(n,k) + ax(n)F(n+1,k) - G(n,k+1) + G(n,k) =0, n>0,
where G(n,k) = (zo(n) + 1(n)k)(,”,). Simplifying the above equation and

equating to zero the coefficients of each power of k, we get the following linear
system of equations after eliminating the common factor —(n + 1) in the third

equation.
1 0 0 -2 ao(n)
n+l n+l1 2 -n |- “1(”; =0.
0 0 1 1 |

By Cramer’s rule, we know that

[ao(n), a1(n), zo(n), z1(n)]"

2 0 0 1 2 0 1 0 2 1 o of1”
= n n+l 2|, n+l n 2], n+l1l n+l1 a |, n+1 n4+l1 2
-1 0 1 0 -1 1 0 0 -1 0 0 1

is a non-trivial solution to the above system. Instead of computing these deter-
minants, we estimate their degrees and heights using only the degree and height
of each entry. Theorem 2.1.4 indicates that deg(a;(n)) < 1,i = 0,1 and their
heights are less than or equal to 5 (In fact ag(n) = 2n + 2 and a;(n) = —n).
Lemma 2.1.1 guarantees that taking n, = 5 is large enough. Noting further that
ns =2 and L = 1, we finally get n; = 6.

3.2 Estimating n; for Hypergeometric
Identities Based on Sister Celine’s Method

In this section, we try our approach of estimating 7n; on the system of equations
produced by Sister Celine’s method.

First let us recall Sister Celine’s method. Given bivariate hypergeometric
function F(n, k), Sister Celine’s method will find a recurrence for F(n, k) of the
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form
I J

YN wj(m)F(n—j,k—i) =0. (3.2.1)

i=0 j=0

The general steps of Sister Celine’s method are as follows: try fixed values
of I and J from, say, I = J = 1, take coefficients a; ;(n) as undetermined in the
recurrence formula (3.2.1). Then divide each term in the sum by F(n, k), simplify
each ratio into rational function of n and k, place the entire reduced expression
over a single common denominator, and collect the numerator as a polynomial in
k. Finally, equating to zero the coefficients of each power of k in the numerator
polynomial, we get a system of linear equations for the unknown coefficients o; ;.
If the solution exists, we are done. If not, increase I and/or J and try the whole
thing again. '

The following well-known fundamental theorem guarantees that Sister Ce-
line’s method will succeed if I, J are large enough.

The Fundamental Theorem (See [54, p. 65]). Let F(n,k) be a proper hyper-
geometric term. Then F(n,k) satisfies a k-free recurrence relation. That is to
say, there erist positive integers I, J and polynomials o j(n) fori=0,...,I; j=
0,...,J, not all zero, such that

I

SN i) F(n—-j,k—i)=0 : (3.2.2)

i=0 j=0

holds at every point (n,k) at which F(n,k) # 0 and all of the values of F that
occur in (3.2.2) are well defined.

The Fundamental Theorem in the case of one summation variable was first
proved by Verbaeten [66]. The cases of two and more summation variables and
q and multi-g were proved by Wilf and Zeilberger [69] in a constructive Sister
Celine’s method-like way.

Summarizing, by Sister Celine’s method, we can get a homogeneous linear
system Mx = 0 for the unknowns x = [ago(n), ap,(n),...,ass(n)]¥, whose
degree and height upper bounds can then be computed by the DHB algorithm
introduced in Section 2.3. However, the objects we actually care are the upper
bounds of the leading coefficient of the recurrence satisfied by the summation of
F(n,k) over k. Before showing the relation between the two groups of coeffi-
cients, we introduce the concept of admissible hypergeometric term that is first
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proposed in [69] for yielding a homogeneous recurrence relation for the summa-
tion from the k-free recurrence for the summand in the case of standard boundary
conditions, which refers to the fact that the summand vanishes outside the range
of summation.

For a fixed integer n, let B(n) = [a(n), b(n)] denote a maximal interval of
integer values of k for which F(n, k) is well defined and non-zero. Suppose that
there are intervals a(n) < k < a(n) and b(n) < k < f(n) in which F(n, k) is well
defined and is equal to 0. Then the interval B(n) is called a natural support of
F(n,k).

Definition 3.2.1 An admissible hypergeometric term F(n, k) is one in which, for
all sufficiently large n there is a natural support B(n) such that B(n) is compact
and

B(n)gB(n+l)gB(n+2)g"°7 n > ny,

and the intervals of zero values that surround B(n) satisfy

Bn—=3)>bn)+I and a(n—j)<a(n)—1I
for 0 < j < J and n > ng, where I and J are the orders of a k-free recurrence
that F(n, k) satisfies.

Now we are ready to reveal the relation between the coefficients of the recur-
rences of the summand and the summation.

Theorem 3.2.2 Let F(n,k) be an admissible proper hypergeometric term satis-
fying the k-free recurrence relation (3.2.2). Then S(n) = Y-, cp() F(n, k) satisfies

ao(n)S(n) + a1(n)S(n— 1) +--- +a;(n)S(n—J) =0, (3.2.3)

where
(1) ao(n),-..,ay(n) € Z[n],
(2) ao(n),...,as(n) are not all zero,

(3) aj(n) can be written in form of non-negative linear combination of ai;’s.
Moreover, let D, and H, denote the marimal degree and mazimal height of
ai;’s, D and H denote the mazimal degree and mazimal height of a;’s, then

D < D,, (3.2.4)
m+0,+1 I-6,
HSH"'O?T%{( m+1 >+(m+1>}’ (3.25)
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where 0, = l_l‘—"'J

Proof. First we introduce the concept of linear recurrence operators (see [54] for
details). Let N and K be the linear recurrence operator such that

NF(n,k)=F(n-1,k), KF(n,k)=F(n,k—1), nkel
Iterating, we have that for r € Z,

N'F(n,k)=F(n—r,k), K'F(nk)=F(nk—-r), nkel.
" Then the recurrence (3.2.2) can be rewritten using the notations of operator as
LF(n, k) =0,

where

L(n,N,K) = ZZa,,(n)N’K'

i=0 j=0

Now we proceed with our proof. Suppose

L(n,N,K) = (K - 1)™S(n, N, K), (3.2.6)
where
I-m J
S(n,N,K)=Y "> B;(n)N'K’,
T =0 j=0

and S(n, N, 1) # 0. Denote a®) =a{a—1)---(a —i+ 1), then
(k)"L(n, N, K)

=(K-1) (mf m®(k + 1) (K - 1)™1*S(n, N, K)) +m!S(n, N, K).

i=0

Because F(n, k) is admissible, we have

b(n)+1 b(n)+1 I-m
0= Z kK™ LF(n, k) = Z m!SF(n, k) = m'Zf n—j) (Zﬂu("))

k=a(n) k=a(n) J=0 =0

Then S(n,N,1) # 0 guarantees that a;j(n) = I'"‘ —o Bij(n) are not all zero.
Therefore S(n) satisfies the following non-trivial recurrence relation with integer
coefficients.

ao(n)S(n) + a1(n)S(n—1) + -+ as(n)S(n - J) =
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In the following we prove assertion (3). First by comparing equation (3.2.6)
with the equation

Za,,, )N K = Za,,,(n)N‘K ~1+1) = ZZ()a,,,(n N(K-1y",

i,j r=0

we get

S(n, N, K) = ZZ( )%(n)NJ (K — 1™,

i,j r=m

Thus
! r—m L f1-i-1
Bi,j(n) = Z o i(n) Z 1)""‘"( )( . ) = Z( o1 )az,,-(n).
I=m+i r=m+i l=m+i
Therefore,
I-m I-m I 1
s =3 sm =3 3 (757 st =3 (1) ewso
=0 =0 I=m+i I=m
is a non-negative linear combination of a; ;(n)’s, consequently, D < D, is obvious.

On the other hand, for the second part of assertion (3), first note that

> o i(n)NK = (K- 1)" Zﬁm(n )N’ K*

X
4=>Za;_,,](n)N’( ‘1)' (1-KHm Z Bii(n)NI (K1),
i,J I-m—i,j
we have I
1—i—1
Br-m—i j(n) = (-1)™ ar_1i(n),
i) = (" 32 (15 e
or ; 1
fu = "% (" T e
=0
Therefore
Om i -—
o) = Yoy (M )az,<n)+ 5 2(“ o)
i=0 1=0 1=0m+1 l=m+i
S (A Oy — Lo (1-6,-1
= (-1) §< o )a,,,-(n)+l=m+zwl( i )a,,,.(n).

35



Chapter 3. Proving Hypergeometric Identities by Numerical Verifications

By the definition of H and H,, we finally get

H <H, (i(m+i'"‘l)+ i (1-497,:—1))

1=0 l=m+6m+1
m+0,+1 I1-6,
_H“<( m+1 )+(m+1))'

Summarizing, combining Sister Celine’s method, the DHB algorithm and
Theorem 3.2.2, we are able to get the upper bound of the heights of a;(n)’s. Note
that although ag(n),...,a;(n) are not all zero, we have no guarantee that the
specific leading coefficient ag(n) is non-zero, thus it is necessary to find the height
upper bound of all the a;(n)’s. Moreover, because a;(n)’s are polynomials with
integer coefficients, we can safely take n, = r.h.s. of (3.2.5).

Suppose we want to prove the identity >, Fi(n,k) = f(n) for n > ng. The
next job is to estimate ns. Actually, ny is given by an upper bound of the degree
of the numerator polynomial of

J

&, S d)
R<">-§=; T

Let A(n) be the common denominator of ﬂf%l for j =0,...,J, then the degree
of the numerator polynomial of R(n) is bounded by the largest degree of a;(n)
(bounded by D, in Theorem 3.2.2) plus the largest degree of A(n) - ﬂfTET_)]Z for
Jj =0,...,J, denoted by d;. Hence ny = D, + dy is a safe estimation for

verifying that f(n) and S(n) satisfy the same recurrence.

Note that we adopt the descending recurrence in accordance with the con-
ventions of Sister Celine’s method, the formulation of n, is slightly different from
the discussions in Section 3.1 where the ascending recurrence is used. Given n,
and recurrence (3.2.3), we have

J
S(n) = —aﬁ Zaj(n)S(n —7), forall n>n, =max(n, +1,m9+ J).

Jj=1

Thus S(n) is completely determined by its initial values: S(ng),S(no+1),...,5(n,—
1).

On the other hand, to verify that f(n) and S(n) satisfy the same recurrence
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is equivalent to prove the rational function

R(n) Za’.’l n)f(;"( ).7)

is identical to zero. Given the degree bound n; of the numerator polynomial of
R(n), R(n) = 0 can be verified by checking R(n) = 0 for n = ng, no+1, ..., no+ny,
which in turn is equivalent to check S(n) = f(n) for n =ny,...,no+ ny.

In conclusion, taking 7y = max(n, — 1,n9 + ns), we can safely claim that
>k F(n,k) = f(n) holds for all n > ny if and only if it holds for n =ny,...,n;
Now we give the complete algorithm to estimate n; for admissible proper hyper-
geometric identities based on Sister Celine’s method.

Sister Celine-DHB Algorithm

Input: An admissible proper hypergeometric term F(n, k) over Q, a hypergeo-
metric term f(n), and np.

Output: An integer n; such that Y, F(n,k) = f(n) holds for n > nq if and
only if it holds for n = ng,...,n;.

1. Let Mx = 0 be the homogeneous linear system produced by applying Sis-
ter Celine’s method on F(n,k), where M = [p;i(n)lixm (I < m), x =
[@0,0(n), 2,1(n), . - ., @1,5(n)]T. Suppose that Sister Celine’ method succeeds
at order (I, J).

2. Apply DHB algorithm to M to get (d, k), set D, =d, H, = h.
3. By Theorem 3.2.2(3), let
d, = D,, (32.7)

wetegm{("0) () a9

Lem|.

where 8, = |_ >

4. Compute the common denominator A(n) of ﬁfﬁiﬂ, j=0,...,J and then

find the largest degree dy of A(n) - L5222 Set ns = d, + dj.

5. Return n; = max(n, — 1,19 + nf), where nl, = max(ng + 1,n9 + J).
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3.3 Estimating n, for Hypergeometric
Identities Based on Zeilberger’s Algorithm

We follow the notation in [46] to write a proper hypergeometric term over Q as
F(n,k) = POL(n,k) - H(n, k), (3.3.1)
with POL(n, k) being a polynomial in n and k, and

H (a' Na! ajntajk H —1( )b’n—bjkzk
(C; )c’ yntesk H i=1 (d din—d;k
where a;, a}, b;, b}, ¢j, ¢}, dj, d; are non-negative integers, and z, aj, b}, ¢}, d; € Q.

Let

H(n, k)=

?

L= max(za,+2d,, Zb +Zc,) (3.3.2)

j=1 j=1
[46] showed that there exist polynomials eo(n), ...,er(n) in n and a rational
function R(n, k) such that G(n, k) = R(n,k)F(n, k) satisfies

iei(n)F(n +1i,k) = G(n,k+1) — G(n, k). (3.3.3)

i=0

More precisely, let

A " B B
Hin k) = CHJ =1(07)amrask T1;=1 (0 )bin—bs * (3:3.4)
H]_1(d )¢, ¢;(nt+L)+cik J_1(d ), ), (n+L)—djk
D
w(k) =z H(a;n +ajk +af)o, [ [(ds(n + L) — dik + d] — dj)g;,  (3.35)
j=1 j=1
B c
v(k) = [J®n — bk + 8] — b)), [[(¢(n + L) + cjb + &), (3.3.6)
j=1 j=1
Let further
L )
) H(n+1,k)
= i POL + ,k . T—y'_ 3.37
ge(n) (i k) 5 (33.7)

and X (k) = Y_I», zi(n)k‘, where m = deg h — max(degu, deg v), z;(n) and e;(n)
are unknown polynomials in n to be determined. Note that h(k) is a polynomial
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in k. Then there is a non-trivial solution eg(n),...,erL(n), zo(n),...,ZTm(n) of the
equation
u(k)X (k+1) - v(k — 1)X (k) — h(k) = 0. (3.3.8)

Moreover, Equation (3.3.3) holds for G(n, k) = v(k ~ 1) X (k)H (n, k).

The results of Mohammed and Zeilberger do not ensure that eg(n), ..., eL(n)
are not all zeros, however, we can prejudge it and this bad situation rarely hap-
pens. Suppose that eg(n),...,er(n) are all zeros, then h(k) = 0 but X (k) # 0.
By (3.3.8), we have

vk—-1)  X(k+1)
u(k) ~ X(k)

(3.3.9)

It is well known that the rational function % has a unique Gopser-Petkoviek

representation [52] (GP representation, in short):

o(k—1) a(k)c(k+1)
uk)  b(k) c(k)

In most cases, % # 1, which implies that Equation (3.3.9) does not hold. Under

this situation, we can claim that eo(n),...,er(n) are non-trivial.
Up to now, we have fixed L. It remains to estimate n, and ny.

Notice that Equation (3.3.8) is in fact a system of linear equations in the
unknowns ey(n),...,er(n) and zo(n), ..., Zm(n), which can be written as Mx =
0. By multiplying the common denominators, we may assume that each entry
of M is a polynomial in Z[n]. Thus there exists a non-trivial solution whose
entries are all polynomials in Z[n]. If e (n) # 0, then we only need to apply
the partial DHB algorithm on S = {L} to get the degree and height bounds of
er(n). However, there is no such guarantee, and also we do not know which is
the maximal 7 that e;(n) # 0. Therefore we have to estimate the degree upper
bound d, and height upper bound k, of all the e;’s, which can be obtained by
applying the partial DHB algorithm (taking S = {1,...,L + 1}, note that the
i-th (1 < i < L+ 1) column corresponds to e;_;) to matrix M.

Now suppose that F(n, k) has finitely supports, i.e., for each n, there are
only finitely many k € Z such that F(n,k) # 0. Summing over k on both sides
of Equation (3.3.3) leads to a recurrence satisfied by S(n) =Y, F(n, k):

L
Y en)S(n+i) =0. (3.3.10)

i=0
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Let er/(n) be the last non-zero polynomial reading from ey to ez. Since er/(n) is
a polynomial with integer coefficients, we have er/(n) # 0 for n > h, by Lemma
2.1.1. Therefore, we may take n, = h,.

Similarly, ny is given by an upper bound of the degree of the numerator
polynomial of

L f(n+1)
R(n) = (n .
(n) ;ez() o)

Let D(n) be the common denominator of 1}""—'—"—'1 fori=0,...,L. Then the degree
of the numerator polynomial of R(n) is bounded by the largest degree of e;(n)

(bounded by d, computed above) plus the largest degree of ﬁf%:')ﬂ - D(n) for
i=0,... L.

In conclusion, we get the following algorithm for estimating n; for proper.
hypergeometric identities based on Zeilberger’s algorithm.

Zeilberger-DHB Algorithm

Input: A proper hypergeometric term F(n, k) over Q with finitely supports, a
hypergeometric term f(n), and ne.

Output: An integer ny such that 3, F(n,k) = f(n) holds for n > nq if and
only if it holds for n = ng,...,n1.

1. Write F(n, k) in the form of (3.3.1).

2. Compute L by (3.3.2).
. Compute H(n, k), u(k),v(k) and h(k) by (3.3.4)—(3.3.7).

- W

. Compute the GP representation of

v(k-1) _ a(k)c(k+1)
u(k) — bk) c(k)

If 28

W = 1, the algorithm fails. Otherwise continue the following procedures.

5. Equate to zero the coefficients of each power of k in (3.3.8) to get a system
of linear equations Mx = 0 in the unknowns e;(n),0 < i < L and z;(n),0 <
j<m.

6. Apply the partial (taking S = {1,...,L +1}) DHB algorithm to M to get
(d, h), set dy = d and hg = h.
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7. Compute the common denominator D(n) of it = ,... , L and then

. fmy
find the largest degree dy of L2 . D(n). Set ny = d, + dy.

8. Return n; = max(n} + L — 1,ng + ny + L), where n;, = max(h, + 1, ng). .

3.4 Estimating n; for ¢-Hypergeometric
Identities

Estimating n; for ¢-hypergeometric identities can be done just as the g-analogue
of the ordinary case. In this thesis, we only discuss estimating n,; based on
Zeilberger’s algorithm for the g case. For summation of ¢-hypergeometric terms,
we have the following g-analogue of linear recurrence (3.3.10).

L
zai(qﬂ1 q)S(n + 1) = 01 n 2 no,
=0

where the a,(¢", g)’s are polynomials in ¢" and g over K. The following lemma
shows that n, can be set to be one plus the degree of ar(g", ¢) in q.

Lemma 3.4.1 ([74]) Let P(q",q) be a non-zero polynomial in ¢" and q over K.
Suppose that the degree of P(q",q) in g ism. Then P(q",q) # 0 for alin > m+1.

Follow the techniques in [46], write a g-proper hypergeometric term F(n, k)
in the following form

A B

g | e L g M-I/
C

A A P § 4 P

where POL(n, k) is a Laurent polynomial in g™ and ¢* over K(qg), a;, 4}, b;, b}, ¢c;,

¢;, dj, d; are non-negative integers, 2, aj, b}, ¢j,d; € K(g) and J € Z.

F(n,k) = POL(n,k) 2, (341)

The g-Theorem in [46] states that F(n, k) has a telescoped recurrence

L
Y elq™, q)F(n+i,k) = G(n,k +1) - G(n, k) (34.2)
i=0
of order
A C D B
L = max (J+ > d, Zc?) + max (—J+ Y &, Zbg) . (343)
j=1 j=1 j=1 j=1
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Moreover, the coefficients ey(q™, q),---,er(q" q) together with some extra un-
knowns Z_m, (", q),-- ., Tm,(¢", q) satisfy a system of linear equations Mx =0,
where the entries of M are polynomials in ¢" and q. The deduction is analogous
to the ordinary case in Section 3.3, see [46] for details.

Different from the ordinary case, in the g-case, we need the degree bound in
q of the e;’s for the estimation of n, by Lemma 3.4.1, and their degree bound in
g™ for the estimation of ny, while the height does not make any sense in this case.
So we need to introduce the counterpart of DH augment and DHB algorithm for
the g-case.

Definition 3.4.2 Let A = [p;;(z)] be a matriz whose entries are polynomials in
K{z]. Degree augment is the transformation as follows:

Choose a column, say the k-th column, of matriz A, replace those entries py;
that satisfy deg(p;;) < deg(pik) with z% where d = deg(pix), and finally delete the
k-th column from A. Denote the resulting matriz by A.

¢-DB Algorithm
Input: An ! x m (I < m) matrix M = [p;;(¢", q)] whose entries are polynomials
in ¢" and gq.

Output: Two integers d, and dg.

1. Let M’ = M, regard the entries of M’ as polynomials in g, then repeat
degree augment on M’ and set M’ = M’ until M’ becomes an ! x [ square
matrix. Denote the resulting matrix by M,.

2. Let M' = M, regard the entries of M’ as polynomials in ¢*, then repeat
degree augment on M’ and set M’ = M’ until M’ becomes an ! x [ square
matrix. Denote the resulting matrix by Mg.

3. Do 0-1 augment on M, and Mg~ respectively, and set M, = My, Mgn = M.

4. Return dy = D(M,), dp = D(Mp).
The counterpart of Theorem 2.3.6 for the g-case, which guarantees that the
output dy and dg= are degree bounds in g and ¢*, can be deduced in a thorough

similar way, so does the partial g-DB algorithm, the counterpart of partial DHB
algorithm. Similar to the ordinary case, ¢-DB Algorithm can also directly accept
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as input the g-degree matrix and g"-degree matrix, whose entries are the degrees
of g and ¢" of each corresponding entry in M.

Now we are ready to give the algorithm for estimating n; for the g-case.
g-Zeilberger-DB Algorithm

Input: A g-proper hypergeometric term F(n, k) with finitely supports, a g-
hypergeometric term f(n), and no.

Output: An integer n; such that }°, F(n,k) = f(n) holds for n > nq if and
only if it holds for n = ny,...,n;.

1. Write F(n, k) in the form of (3.4.1).

2. Compute L by (3.4.3).

3. Compute H(n, k), u(¢¥), v(¢*) and h(g*) as in [46].
4

. Compute the g-analogue of the GP representation [42] of

v(@™) _ a(d*) c(¢**)
u(g¥)  blg¥) e(g¥)

If :J(qu-% = 1, the algorithm fails. Otherwise continue the following proce-
dures.

5. By equation (3.4.2), get a system of linear equations Mx = 0 in the un-
knowns e;(g", ¢),0 < i < L and extra z;(¢", q), —m; < j < m,.

6. Apply the partial ¢-DB algorithm on the e;’s to M to get the bounds d,
and dg, and set n, = dg, d, = dgn.

7. Compute the common denominator D(g") of £22 i =0,..., L and then

_ fny
find the largest degree dy of D(¢") - L2, Set ny = d, + d;.

8. Return ny = max(n}, + L — 1,19 + ny + L), where nf, = max(n, + 1, no).

3.5 Examples

We have implemented all the algorithms in this thesis in Maple program, see
Appendix for the Maple source codes. Our implementation requires the hsum
and qsum [41], ZEILBERGER and qZEILBERGER [47] as prerequisite packages.
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3.5.1 Examples of the Ordinary Case

Ezample 8.5.1 Estimate n, for

Z<Z>=2ﬂ, n>0.

k

We try both Sister Celine’s method and Zeilberger’s algorithm on this exam-

ple.
By Sister Celine’s method, there exists a non-trivial k-free recurrence relation

in the form of (3.2.2) for the summand F(n,k) = (}) when ] = J =1, and we
can get the following linear symbolic system for the unknown coefficients a; ;’s.
' (n® +n)age + (n? + n)agy =0
nago + (2n+ 1)ag1 + (—n)anp+ (—n— a1 =0
—ag1+ 011 = 0

Simplifying each equation and writing the system in the form of Mx = 0, we

have
1 1 o0 0 g"v"
n 2n+1 -n —(n+1) ao'l =0.
0 -1 0 1 b
a1

By criterion of the least height sum, we choose the third column as the
augmenting column, then the DH augment returns

11 0
M=|n 2n+1 —(n+1) |.
0 -1 1

Sequentially, 0-1 augment transforms M into

— [1 1 1
M=M=|n 2n+1 —(n+1) |.
1 -1 1

Then it follows that
D(M)=1 and H(M) =35,
thus D, =1 and H, = 8. By (3.2.7) and (3.2.8), we set d, = 1,n, = 8 x 2 = 16.
To get dy, noting that 2;,—”— = 2/, we have ds = 0, and thus ny = 1. Finally,
n; = max(16,1) = 16.
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In the following, we present the process using Zeilberger’s algorithm.
First write the summand F(n, k) = (}) in the form of (3.3.1),

_ (Da
Fin k) = e

A straightforward computation produces that L = 1, u(k) = n—k + 1 and

v(k) = k+1. Since the GP representation of 1’{2—;)—11 is #FT) # 1, we are ensured

that ep(n), e;(n) are not both zeros. Now Equation (3.3.8) becomes
(eo(n) — 20(n))k + (n + 1)(z0(n) — eo(n) — &1(n)) = 0.

Equating the coefficients of each power of k to 0 yields

ERRp R

zo(n)

By the partial DHB algorithm in which we take S = {1,2} and choose the second
column (with the least height sum) as the augmenting column in DH augment,
we get d, = 0 and h, = 3, together with the fact that d; = 0, we finally have
n; = max(4,1) = 4.

Note that the bound given by Yen [72] for this example was 10*.

Ezample 8.5.2 Estimate ny for
Z (n)2 (2n>
- k n

For this example, Sister Celine’s method and Zeilberger’s algorithm will pro-
duce results with great differences.

By Sister Celine’s method, there exists a non-trivial k-free recurrence for the
summand F(n,k) = (’,:)2 when I = 2,J = 3, and the system for the unknown
coefficients o ;'s is of size 11 (equations) by 12 (unknowns). Sister Celine-DHB
algorithm will return d, = 40, n, = 34804330863895756800 and ds = 2, and thus
ny = max(n,, d; + dy) = ng = 3.5 x 10,
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On the other hand, by Zeilberger’s algorithm, we have L = 2, m = 2 and
arrive at the following 5-by-6 linear system for e;’s and z;’s.

n?+2n+1 n4+2m+1 n?+2m+1 -1 -1 -1 eo(n)

n2+10n+6 2n%+4n+2 0 -2 n 2n+42 ex(n)
6n2+18n+13 nl+2n+1 0 0 2m+3 —n2+3 || 2™ | 2o

2n+3 0 0 0 0 -n-1 zo(n)

1 0 0 0 0 0 z1(n)

z5(n)
(3.5.1)

Extracting the degrees and heights, we obtain the degree matrix Mp and height
matrix M, H,y

2 2 2 0 0 0 2 22111
2 2 - 0 1 1 10 4 0 21 2
Mp=12 2 =00 -0 1 2 , My=1]18 2 00 3 3
1l —o0 —00 =00 —00 1 3 00001
0 —00 —00 —0 —00 —00 1 00000

Take Mp and My as input to the partial DHB algorithm in which we take
S = {1,2,3} and choose the third column (with least height sum among the first
three columns) as the augmenting column, the DH augment and 0-1 augment
transform Mp and My into

22000 2 2111
22011 ' 10 4 212
Mp=]122012]|, My=}18 2133
10001 3 1111
000O0O0 1 1111

Further computation returns d, = 6 and h, = 12089, thus n/, = h, + 1 = 12090.
Moreover, we have dy = 2. Therefore n; = max(n, + L — 1,ng+d,+ds+ L) =
12091.

Note that the bound given by Yen [72] for this example was 1015,

In the following examples, we show only the results based on Zeilberger’s
algorithm.

Ezample 8.5.8 The WZ dual identity of 3, (}) = 2" [54, p. 135)].

;(—1)"*" (:)2" =1, n>0
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The Zeilberger-DHB algorithm produces a 2-by-3 system and L =1, d, = 0,
he = 3, df = 0, and finally returns n; = 4, exactly the same to its original case
in Example 3.5.1.

Ezample 3.5.4 Estimate n, for

56)-r

k

This identity is obviously a variation of Example 3.5.1, by simply substituting
n with 3n. However, the result returned by the Zeilberger-DHB algorithm is
different.

For this example, the algorithm yields an system of 4-by-5,and L = 1, d, = 4,
he = 2173, dg = 0, thus n; = 2173, much larger than that of example 3.5.1.

Ezample 8.5.5 WZ dual of T, (7)" = (*) [54, p. 139].
n\ 2 [2k
zk:(%—Zn)(k) (k) =0.

The algorithm produces a 10-by-12 system and L = 4, d, = 31, h,
2065670500895266682540596470, df = 0, and finally returns n; = h, + 4
2 x 10, much larger than its original case in Example 3.5.2.

a i

Ezample 8.5.6 [54, p. 113]

n 2k —k_ _(”_1) 2’n—1
Z(2k)(k)4 =2 n-1) "21

k

For this identity, the algorithm produces a 3-by-4 system, L = 2, d, = 1,
he, = 34, and n; = 36.

Ezample 8.5.7 [54, p. 138/

E 26k 4+ 1)(2n — k — 2)! _ (2n)!

- (n—Fk-1) n!
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For this identity, the algorithm produces a 4-by-5 system, L = 1, d, = 4,
he = 569, and n; = 570.

Ezample 8.5.8 [54, p. 111]

;(_l)k(nz-l) (2n—ik+1) L

For this identity, we have a system of size 7-by-8, L = 3, d, = 26, h, =
5291980686677213848946688, and n; = h, + 3 ~ 5.3 x 10%.

Ezample 3.5.9 Reed-Dawson identities [58, p. 4]

S ) -r()

k=0

The Reed-Dawson identities are also usually written in the following more
compact form [54, p. 63].

() (%)t { By Eri s

k

and

For both summands in (3.5.2) and (3.5.3), the algorithm produces a system of
size 7-by-9 and L = 3, d, = 14. For (3.5.2), h, = 606735023907614 ~ 6 x 104, and
for (3.5.3), h, = 5963877204989859 ~ 6 x 10'°. Therefore, we have n; ~ 6 x 10'*
for (3.5.2) and n; ~ 6 x 10% for (3.5.3) and (3.5.4).

Ezample 8.5.10 The identity that Knuth proposed in the foreword of [54].

z 2n—2k\ (2k\ _ e
~\n—k k)
The algorithm yields a system of size 9-by-11 and L = 4, d, = 26, h,

19915928653228019055415828480, dy = 0, and finally returns n; = hg + 4
2 x 108,

a0

48



Chapter 3. Proving Hypergeometric Identities by Numerical Verifications

Identity System Size | Computing H(M) Overall
Y@ =2n 2x3 < 0.001 < 0.001
Y (®= (") 5x6 0.031 0.047
Y(-DmE )2k =1 2x3 < 0.001 < 0.001
() =8 4x5 0.032 0.032
Y GBE-20)(M)2(® =0 7 10 x 12 768.079 768.219
Ti () (et =2--0(2hy | 3x4 < 0.001 < 0.001
¥, E ket _ ey 4x5 <00 <0001
DR Y =1 7x8 0.828 0.984
TDFG)2 ) =272 | 7x9 0.797 0.875
ST E) =4 9x11 71.032 71.407
Te(—1FC)* = (-1 19 x 20 - _

Table 3.1: Maple CPU Seconds to Estimate n, for hypergeometric identities.

Table 3.1 lists the times that are needed to estimate n; for the above identi-
ties. The experiments are carried out on the Maple platform with the same equip-
ment that has been mentioned in the beginning of Section 2.2, i.e., a Windows
installed PC machine with 2 GHz CPU (AMD Athlon 64 Processor 3200+) and
1 GB memory.

Column System Size indicates the size of the symbolic system of equations
obtained by Zeilberger’s algorithm [46] on each identity. Column Computing
‘H(M) indicates the times that are needed to compute H(M) by formula (2.1.5).
Column Overall indicates the overall times that are needed for estimating n;.
“?” means that the computation did not terminate after 24 hours. Clearly, the
computation of H(M) is the bottleneck of our approach, it occupies most of the
computation time.

49



Chapter 3. Proving Hypergeometric Identities by Numerical Verifications

3.5.2 Examples of the g Case

Ezample 3.5.11 Estimate n, for a finite version of Jacobi’s triple product identity
[15]
2n K 1 '
zk: l:n + k] q(Z)z - (—Z a; q)n(_zv Q)m n 2> 0.

The summand can be expressed in the form of
[1]271 —
F(n, k) = ——22 gkk-1/2k
"R = Ml

By the ¢-Zeilberger-DB algorithm, we get L = 1 and the following homogeneous
linear system.

z-1(¢",q)

qq" 0 2q" +1 Y eo(q™, q)
—(1+ ) —g(Pe - P — g +1) —z-fg® gl +1) || B9 | o)
Io(qny q)

aq” 0 0 -z-qq"
Extracting the g-degree matrix and ¢"-degree matrix, we have
1 —c0 0 -0 1 0o 1 -0
M,=13 4 2 2 |, Mpr=12 4 1 1 .
1 00 -0 1 1 00 —00 1

Take M, and My as the input to the partial ¢-DB algorithm in which we
take S = {1,2} and choose the second column for the degree augment, then the
degree augment and 0-1 augment will transform M, and My into

100 110
My={422|, Mp=|41T1].

101 101

A straightforward calculation gives d; = 5 and d» = 6. Thus n), = d;+1 = 6.

Furthermore, £ (f'::)l) = (14 27'¢™")(1 + 2¢™) implies d; = 2. Finally, we derive

that 1y = dgn + dy + L =9.

Note that in this example, d; =5 <6 =dpn = 6.
The bound given by Zhang [80] for this identity was 70.

Ezample 8.5.12 Compute ny for the q-Chu- Vandermonde identity (cf. [29]).

S =[] e

k
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For this identity, the algorithm yields a system of size 5-by-6, and L = 2,
dy =23, dp» =13, dy = 6, and finally returns n; = 25.

The bounds given by Yen [74] and Zhang [80] for this identity were 2358 and
191, respectively.

Ezample 8.5.18 Estimate ny for a finite form of Euler’s pentagonal number the-
orem due to L. J. Rogers (cf. [15]).

(=1)*(g; 9)ug* -1/
Z (Q1 n+k(‘11 )n-k =

The algorithm produces a 7-by-8 system, and L = 3, d;, = 38, d» = 15, and
finally returns n; = 41.

The bound given by Zhang [80] for this example was 209.

Table 3.2 shows the times needed to estimate n; for the above identities.

Identity System Size | Time

ok o] ¢B)2* = (—271g; q)n(-210)n 3x4 |0.047

Y77 = ] 5x6 | 0078
E" (lﬂq)i+k(z;'l)n-k =1 7Tx8 0.219

Table 3.2: Maple CPU Seconds to Estimate n; for ¢-hypergeometric identities.

Remark 8.5.14 Note that our approach runs quickly for the q case, because the
bottleneck of the ordinary case, the computation of H(M) no longer erists. This
can be viewed as a consequence of the non-vanishing property of the highest coef-
ficient stated in Lemma 8.4.1.
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Appendix

The Maple source codes for the Zeilberger-DHB algorithm

print(‘Written by Qianghui Guo and Lisa Hui Sun‘);
print(‘Version of March 2009°);
print(‘Prerequisite packages: ZEILBERGER, hsum9.mpl.‘);

with(combinat, permute):
with(SolveTools):
read ‘ZEILBERGER®:
read ‘hsum9.mpl‘:

HHBHRRRB IR R AR R R
# The main procedure for estimating degree and height bound
# for a given hypergeometric term.

HEHHBHRRERH AR RRHE R R R R R R R
esnl := proc(F)

local res, matD, matH, L, stl, st2;

res := getDHMatrix(F);
matD := res[i];

matH := res[2];

L := res[3];

res := DHAugment(matD, matH, [seq(i,i=1..L)]1);
matD := res(1]);

matH := res[2];

matH := zeroneAugment (matH);

print(‘degree and height: ‘, LeibnizDHperm(matD, matH));
end proc:
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BB R
# Compute the degree and height matrix.
FRHIH BRI R

getDHMatrix := proc(F)
local i, ii, j, a, b, e, £, g, h, 1, 8, a1, bl, x,
A, B, C, D, L, M, X, F1, F2, H, Hi, H2,
Num, Den, Denl, POL, covars, coeqns, rec,
tempcoeqn, tempcoa, tempcol, tempco2, coegcd, elems,
PMmapping, DMatrix, HMatrix, PMatrix, TMatrix, ty;

Num := 1;

Den := 1,

A :=0;

B := 0;

C :=0;

D := 0;

F1 := convert(F, factorial);
F2 := bhafokh(F1, k, n); # hafokh is from the ZEILBERGER package.
1 := nops(F2[1]);

s := nops(F2[2]);

POL := F2[3];

a := array(1..1);
al := array(i..1);
b := array(1..s);
bl := array(l..s);

for i from 1 to 1 do
a[i] := F2[1,i];
al[i] := coeff(alil, k, 1);
A := A + max(ai1[i],0);
B := B + max(-al[i],0);
Num := Num * a[i]!;
end do;

for j from 1 to s do
bljl := F2[2,3];
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bi[j]l := coeff(b[jl, k, 1);
C := C + max(b1[j],0);
D := D + max(-b1[j]1,0);
Den := Den * b[jl!;
end do;

-
i

max{A+D, B+C);

e := array(0..L);

Denli := subs(n=n+L, Den);

Num / Den;

Hi := Num / Deni;

H2 := simpcomb(subs(k=k+1,H1) / H1);

f := numer(H2);

g denom(H2) ;

h := simpcomb(sum(e[ii]*subs(n=n+ii,POL)*subs(n=n+ii,H)/H1,ii=0..L));
M degree(h,k) - max(degree(f,k), degree(g,k));

s o
W

v
n

array(0..M);

:= sum(x[ii]*k~ii, ii=0..M);

rec := simplify(f*subs(k=k+1, X) - subs(k=k-1, g)*X - h);
coeqns := [coeffs(rec, k)];

>4
]

DMatrix := Matrix(nops(coeqns), L+M+2, 0);
HMatrix := Matrix(mops(coeqns), L+M+2);

covars := NULL:
for i from 0 to L do
covars := covars, e[i];

end do:

for i from 0 to M do
covars := covars, x[il;

end do;

for i from 0 to degree(rec, k) do
tempcol := coeffs(simplify(coeff(rec, k, i)), {covars});
if (nops([tempcol]) = 1) then
coegcd := tempcol;
else
coeged := tempcol[l];
for s from 2 to nops([tempco1]) do
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coeged := gcd(coeged, tempcolls]);
end do;
end if;
tempcoeqn := collect(simplify(coeff(rec,k,i)/coegcd),{covars});

for j from 1 to L+M+2 do
tempcoa := coeff(tempcoeqn, covars[jl);
if (tempcoa <> 0) then
DMatrix[i+l, j] := degree(tempcoa, n);
TMatrix[i+1, jl := abs(tcoeff(tempcoa, n));

end if;

tempco2 := [coeffs(tempcoa, n)];

elems := NULL;

for 1 from 1 to nops(tempco2) do
elems := elems, 1;

end do;

HMatrix[i+1,j] := max(op(applyop(abs,{elems}, [op(tempco2)])));
end do;
end do;

HHAHHHR R R R R R R RS
# 0 stands for (-infinity, 0)
# c(<>0) stands for (0, c)
PMmapping := proc(i, j)
if (HMatrix[i, j] = 0) then
return 0;
elif (DMatrix[i, j] = 0) then
return HMatrix[i, j);
else
return [DMatrix[i, j], HMatrix[i, j1];
end if;
end proc:
HHBHHRBRRBRBEERBHRBRRUR AR #

return [DMatrix, HMatrix, L+1];
end proc:
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L S S L S
# Find the minimum column of a matrix

# among specified columns in ’colSet’.
HHRH BRI BB RSB
findMinCol := proc(mat, colSet)

local hsum, col, mcol, minSum, hs, k;

hsum := NULL;
for col in colSet do
hsum := hsum, convert(convert(mat[i..-1,col], list), ‘+°);
end do;
hsum := [hsum];

minSum := hsum[1];
mcol := 1;
for col from 2 to nops(hsum) do
hs := hsum([col];
if (hs < minSum) then
minSum := hs;
mcol := col;
end if;
end do;

return colSet[mcoll;
end proc:

HHHBH R HERHRHHH

# Apply DH augment to a matrix.
HHRHRRAFRRBRH BRI
DHAugment := proc(matD, matH, colSet)

local augMatD, augMatH, mcol, rowDim, colDim,
col, row, cols, cslen;

cols := colSet;
rowDim := nops(convert(matD[1..-1,1],1ist));
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colDim := nops(convert(matD[1,1..-1],1list));
augMatD := matD;
augMatH := matH;
while rowDim < colDim do
mcol := findMinCol (augMatH, cols);
for col in cols do
for row from 1 to rowDim do

augMatD[row,col] := max(augMatD[row,col], augMatD[row,mcoll);
augMatH[row,col]l := max(augMatH[row,col], augMatH[row,mcoll);
end do;
end do;
colDim := colDim - 1;

augMatD := augMatD[1..-1, [1..mcol-1,mcol+l..-1]];
augMatH := augMatH[1..-1, [1..mcol-1,mcol+l..-1]];
cols := cols[1..-2];

end do;

return [augMatD, augMatH];

end proc:

HRARFHHRHBRRBRBBRRBRBBRRRRHHBRB RS H R R R HR R R RS
### Apply O-1 augment to a matrix.
HHABRBHAHBEHHBH BB HBRBRHRR R R R B HRREBHRR R
zeroneAugment := proc(mat)

local rowDim, colDim, row, col;

rowDim := nops(convert(mat[1..-1,1],list));
colDim := nops{convert(mat(1i,1..-1],list));
for row from 1 to rowDim do
for col from 1 to colDim do
if (mat[row,col] = 0) then
mat[row,col] := 1;
end if;
end do;
end do;

return mat;
end proc:
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HHRHB BB BB R R BRI R R R R R R R 4
# Compute the D(M) and H(M) by their definition formulas,

# i.e., running over all the permutatioms.

HHBHH U BH BRI R BB BB BRI R AR R
LeibnizDHperm := proc(DMatrix, HMatrix)

local i, j, v, 8j, II, JJ, x, w, V, X, Y,
pi, pj, pk, rho, D, DS, H, d, h, n;

= 0;
= 0;
:= 0;
nops(convert (DMatrix[1..-1,1],1ist));
:= array(1..n); :
for i from 1 to n do
v[i] := i;
end do;
DS := NULL;
d := 0;
h :=1;
for pj from 1 to n do
DS := DS, DMatrix[pj,v[pjll;
end do; ] i
DS := convert(-1*sort(-1%([DS]), list);
d := DS[1];
h := HMatrix[1, v[1]];
for pk from 2 to n do
h := h * (min(d, DS[pk])+1) * HMatrix[pk, v[pk]l];
d := d + DS[pk];

< B <O

end do;

D := max(D, d);

H:=H+ h;

for j from 2 to infinity while Y = 0 do
IT1 := Q;
JJ = 0;

for i from 2 to n do
if v[i-1] < v[i] then
II := max(i,II);
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end if;

end do;

for i from 1 to n do
if v[II-1] < v[i] then

JJ := max(JJ,i);

end if;

end do;

x := v[II-1];

v[II-1] := v[JJ];

v[{JI] := x;

v = [1;

for i from 1 to n do
w := [op(w), v[il];

end do;

for i from II to n do
v[i] := w[n+II-i];

end do;

DS := NULL,
d :=0;
h :=1;
for pj from 1 to n do
DS := DS, DMatrix[pj,v[pjll;

end do; : .
DS := convert(-1*sort(-1*[DS]), list);
d := DS[1];

h := HMatrix[1, v[1]];

for pk from 2 to n do
h := h * (min(d, DS[pk])+1) * HMatrix[pk, v[pk]l];
d := d + DS[pk];

end do;

D := max(D, d);

H :=H+ h;

Y :=1;
for i from 2 to n do
if v[i-1] > v[i] then

X :=1;
Y:=Y =*X;
else
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X :=0;
Y :=Y * X;
end if;
end do;
end do;

return [D, H];
end proc:
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