3

ERMOBEERS, NELLAE, EMNUESMHERENRANEROHAHIR.
B, AMKPHANSE, WARFRINNARELES, WAZEREEHT
Bep&EeE R, XHENNSREEFFBRESN. HRXEREAILETE B RL R
M. g, X, A—PMEORRBES—MED, BRYATHARTESSE
i, EHAUERARRHL MR BETTREENRKNEL. H— I NENSHEH
ER AL, WHRXEHPMSEINENS. SHENSER, Bl RAOELHE
TR R LB B RAL R B 7 i o

ERXBXER, RONZEBHBREHBRAHEAE. G(N,A,bd 1) RRx—IHEMN
%, N RRE, ARWE, b(i,j,t) BREN (4,5)(( 5) € A) FrmbtEmut |, i 5,t)
R (i,5) AR bG,5,t) M 16 5,t) HRENK (6,75) B—MRA LT H R E ¢ K&
¥, t=0,1,2,..,T, T (T >0) B—ANEENH. WML RMRA R B [ R
& T W, ANRAERAESHRIERS, RNTRABECHEIERR NP- sT&RE.

AXMXELEHRNT: HE, FTFHRBITERY— RN RBAR B E
%, BIKABRBHEE. RERNE LN RIS HEERIRBERRNETREE
KEANNHHRRE (HEMW) 1. BATHEFRRF AR T B e &, BT
RBPEA TR B RN FABANEZ @K EREREN. EXEXER, RIOEE
BREAEE, ENSHEFEAN MAERSHRE, BATIE A H L E Y R
IR E B P E TR, B MEEEREAEN SN A A RBIBAR.

X BAM, HEM%, FMKFBLEHE NEFSEE, R, R



Abstract

Networks exist everywhere in our daily lives. There are a lot of applications
which can be modeled as a network optimization problem. Usually, a network
is treated as a static model where all attributes, such as the node capacity and
the arc capacity, are constants, and the flow transshipped in it takes zero time.
However, these assumptions may not hold in our real world. A fleet, for example,
should take time from one harbor to another, and all situations, such the capacity
of the fairway and the number of berths, may vary over time. A network with
time-varying attributes is called the time-varying network. In contrast with the
static network, there are a few approaches for solving the time-varying network
optimization problem. _

In this thesis, we consider the maximum flow problem in a time-varying
network. A time-varying network is denoted by G(N, A, b, 1), where N is the node
set, A is the arc set, b(i, j, t) is the transit time needed to traverse arc (i,j) € A
and I(4, 5,t) is the capacity of arc (%,7). Both b(¢,5,t) and (3, j,t) are functions
of the departure time t at the beginning node of arc (i, j), where t =0,1,2,...,T
and T > 0 is a given number. The problem is to send the flow as much as
possible from the source node to the sink node no later than the time limit T |
The problem is known to be NP-complete.

First, we propose an algorithm to solve the time-varying maximum flow
problem while adopting preflow-push strategy. Then, we present an algorithm
to find such a maximum flow solution that has the earliest (or the latest) arrival
time at the sink node. Throughout this thesis, two kinds of waiting constraints
are considered, they are zero waiting and arbitrary waiting respectively. Each

algorithm can find the optimal solution in pseudopolynomial time.

Keywords: maximum flow, time-varying network, excess scaling algorithm, time

labeling algorithm, optimization, preflow
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Main Notations

G network
N the set of nodes
A the set of arcs
b(, 4,t) transit time of arc (%, ) at time ¢
I(3,5,t) capacity of arc (i,7) at time ¢
z(i,j,t) the flow transshiped on arc (3, j) starting at time ¢
A specify when and how to send flows from the source s to
the sink p
FAT) the total value of flows under the solution A with the
deadline T
P(s,z) a direct path from s to
7(z;) the departure time of the flow at node z;
a(z;) the arrival time of the flow at node z;
w(z;) the waiting time of the flow at node z;
Cap(P) the capacity of path P
B(1) A the set of arcs emanating to node 4
d(i,t) the distance label of node ¢ at time ¢
e(i,t) the excess of node i at time ¢

M(i,t) the time label of node i at time ¢

iii
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Chapter 1

INTRODUCTION

The maximum flow problem is, in a given network, to send the flow from the
source node to the sink node as much as possible without exceeding the capacity
constraint. Usually, the problem is described to be static, where the flow takes
. zero time to travel arcs and both the arc capacity and the node capacity are con-
stants. The problem is in a sense a complementary model to the shortest path
problem. The shortest path problem models situation in which flow incurs a cost
but is not restricted by any capacities, in contrast, in the maximum flow problem
a flow incurs no costs but is restricted by capacity limitations. The maximum
flow problem, together with the shortest path problem, arises as a subproblem in
algorithms for solving the minimum cost flow problem. The maximum flow prob-
lem and the shortest path problem combine all the basic ingredients of network
flows. As such, they have become the nuclei of network optimization.

Consider the network G = (NN, A) with a nonnegative capacity u;; for each
arc (i,7) € A, where A is the set of arcs, NV is the set of nodes. There are two
special nodes in the network G, a source node s and a sink node p. We wish
to find the maximum flow from s to p that satisfies the arc capacities and mass
balance constraints at all nodes. The maximum flow problem can be formulated
as follows.

Maximize v
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s.t.
v, fori=s
zi— >, zEp=4 0, for all i € N\{s, p} (1.1)
GiieAy  GeA) )
-, fori=p

0 < x5 < wj, for each (7,5) € A

We refer to a vector x = {z;;} satisfying all the constraints as a flow and
the corresponding value of the scalar variable v as the value of the flow.

We have noticed that in our real lives, most maximum flow models are
time-varying. Consider a transportation network, for example, in which several
cargo-transportation services are available among a number of cities. Each of
them may take a certain time to travel from one city to another, with a limited
cargo-transporting capacity. Moreover, the travel time and the capacity for each
transportation service are season dependent. A question often asked is: what is
the maximum possible cargoes that can be sent between two specific cities within
a certain time duration T'? This is a time-varying maximum flow problem. Its
solution is important, particularly to the planning of the network.

An extension of the classical static problem is the mazimal dynamic flow
problem which is formulated and solved by Ford et al (1962), where the transit
time to traverse an arc is taken into consideration. Although their model still
assumes that attributes in the problem, including arc capacities and transit times,
are time independent, it is widely regarded as the fundamental work on the time-
varying maximum flow problem. A further extension is studied by Halpern(1979),
where arc capacities vary over time and storages at intermediate nodes may be
prohibited at some times. Orlin (1983) considers the problem with an infinite
time horizon and the flow is to be sent through the network in each period of
time so as to satisfy the upper and lower bounds. He formulates the problem as
an infinite integer program.

Cai, Sha & Wong (2007) consider a new extension of the maximum flow

problem in which all transit times, arc capacities and node capacities vary over
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time. The problem is to send as much flow as possible from the source to the sink
within a given time limit T. Also, the solution has the property which is called
universality. This kind of problem is called time-varying universal maximum flow
problem which was introduced by Gale (1959). Note that the solution derived by
Ford and Fulkerson’s algorithm does not necessarily give the universal maximum
flow. Minieka (1973) and Wilkinson (1971) have independently modified Ford and
Fulkerson’s algorithm to produce a universal maximal flow for the network studied
by Ford and Fulerson. In the book of Time-Varying Network Optimization, Cai,
Sha & Wong has been proved the problem to be NP-completel. Cai at el propose
a labeling algorithm which can solve the problem in pseudopolynomial time for
the network studied by them. Also, they consider the situation that waiting at
the intermediate nodes is allowed.

At the same time, Cai, Sha & Wong introduce the concept of the earliest
arrival maximal flow and the latest arrival maximal flow no later than a given
time limit 7. The problem also raises from our daily lives. For example, in
the market, if some food is going to be sold out, the producer should provide it
to the market as early as possible. Sometimes, we may need to package whole
goods again at the interchange station. In order to save the storage cost, we hope
that the arrival time of the flow is as late as possible before a deadline. So it is
meaningful for us to study the problem.

Moreover, one may want to find another kind of maximum flow. Let
us introduce the concept the shortest duration dynamic path first. Suppose that
P = (z,,...,2,) is a dynamic path from z; to z,. If the time duration between the
departure time of a flow at node z; and its arrival time at node z, is minimized,
we call such a path as the shortest duration dynamic path. The maximum flow
with the property that each subflow is transshipped along the shortest duration
dynamic path is called the shortest duration flow. Also, such a flow is more
important in our daily lives. In a cargo-transportation network, when someone

want to send the putrescible commodity from one place to another, he could not
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spend much time on the way or the commodity will go to bad easily. That is
to say, we need to short the time duration between the departure time and the

arrival time of a flow.

1.1 Algorithms for the Maximum Flow Problem

To investigate those algorithms for the static maximum flow problem will benefit
us for solving the time-varying maximum flow problem.

There are many polynomial algorithms for the static maximum flow prob-
lem, such as shortest augmenting path algorithm, capacity scaling algorithm,
generic preflow push algorithm, FIFO preflow-push algorithm and so on. Al-
though most of the algorithms presented in literatures to solve the static maxi-
mum flow problem look rather different from one another, quite often they share
a common structure. A large class of algorithms is characterized by the fact that
the value of the current flow is increased at each iteration by adding additional
flow along augmenting paths, until no augmenting path is found, so obtaining
a maximum flow. It converts the feasible flows into the optimal. Another im-
portant class of algorithms is preflow-push algorithm. It flood the network so
that some nodes have excesses. These algorithms incrementally relieve flow from
nodes with excesses by sending flow from the node forward toward the sink node
or backward toward the source node and gradually converting these preflows into
a feasible flow. It also makes sense for the time-varying network.

Ford and Fulkerson (1962) have developed an efficient procedure to find
the optimal solution for their model that the transit time to traverse an arc is
taken into consideration, which first finds the static flow from the source to the
sink, and then develops a set of temporally repeated flows, called chain flows, to
form the optimal flow. It similar to finding augmenting paths within 7'

In this thesis, we will propose two algorithms to solve the time-varying

maximum flow problem, one is an excess scaling algorithm and the other is a
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labeling algorithm. Both of them are based upon the concept preflow.

1.2 Applications

The central theorem in the study of network flows not only provides us with an
instrument for analyzing algorithms, but also permits us to model a variety of
applications. Examples of the maximum flow problem include determining the
maximum flow of (1) petroleum products in a pipeline network, (2) cars in a
road network, (3) messages in a telecommunication network, and (4) electricity
in an electrical network etc. The problem also arises directly in problems as far
reaching as machine scheduling, the assignment of computer modules to compute
processors, the rounding of census data to retain the confidentiality of individual
households and tanker scheduling. Sometimes the maximum flow problem occurs
as a subproblem in the solution of more difficult network problems, such as the
minimum cost flow problem or the generalized flow problem. The maximum flow
problem also arises in a number of combinatorial applications that on the first
sight it does not appear to be a maximum flow problem. As we have known
that, the maximum-flow min-cut theorem establishes an important correspon-
dence between flows and cuts in networks. Indeed, as we will see, by solving a
maximum flow problem, we also solve a complementary minimum cut problem.
The fact that maximum flow problems and minimum cut problems are equivalent
has practical implications as well. It means that the theory and algorithms that
we develop for the maximum flow problem are also applicable to many practical
problems that are naturally cast as minimum cut problems.

In the rest of this thesis, we will, in Chapter 2 and Chapter 3, study
the time-varying maximum flow problem with zero waiting time constraint and
arbitrary waiting time constraint respectively. In each chapter, we will propose
algorithms and prove their correctness. To illustrate how the algorithm works,

some numerical examples are given either.



Chapter 2

TIME-VARYING MAXIMUM
FLOW PROBLEMS WITH
ZERO WAITING TIME

In this chapter, we consider the time-varying maximum flow problem under the
situation that no flow can wait at a node at any time except the source node. It

means that the flow departs from the node as soon as it arrives at the node.

2.1 Definitions and Formulations for the Time-
Varying Maximum-Flow Problem with Zero
Waiting Time |

Let G(N, A, b,1) be a network without parallel arcs and loops, where N is the set
of nodes, A is the set of arcs, b(i, j,t) is the transit time of arc (,3), I(3,4,t) is
the capacity of arc (4, j). Both (3, 7,¢) and (3, j, t) are functions of the departure
time ¢, where t = 0,1,2,...,T, and T > 0 is a given integer. We assume that the
transit time b is a positive integer and the capacity ! is a nonnegative integer.

We further assume that there are two particular nodes s and p, being the source

6
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node and the sink node respectively and waiting at any node is prohibited except
the source node s. The problem is to send the flow as much as possible from
the source node to the sink node no later than the time limit 7. Let f(),T) be
the total flow value under the solution A, which specifies when and how to send
flows from the source s to the sink p within the time limit 7. The time-varying
" maximum flow proBlem is to find a solution A such that f(\,T) is maximized.

Let z(4, j, t) be the flow transshipped on arc (3, j) starting at time ¢. There-
fore we have A = {z(i,5,t), (3,7) € A,t =0,1,...,T}. The problem can be pre-
sented formally as below:

Maximize v
s.t.
= . .
.’L’(’t,],t) - Z (l:(], 1, U)} =1,
=0 (j:(i,j)eA} G:GA)EAu=t—b(jiu)}
fori=gs
E_ :D(i,j, t) - b :c(j,i,u) =0,
{j:(i,])EA} {j:(jr")eA1“=t"b(j’iv“)}
‘ for alli€ N\{s,p},t=1,2,..,T -1 21
pa z(3, j,t) — x B z(j,4,u)} = —v,
t=1 {j:(i.7)€A} {5:(5,5)€A,u=t—b(j,5,u)}
fori=p
0 < z(t,5,t) < U(i,5,t), for all (i,j) € A, 0<t<T.

A solution A = {z(3,j,t),(3,7) € A,t = 0,1,..T} is called feasible if it
satisfies all constraints. A solution A = {z(i, j,t)} is called a preflow if it satisfies
arc capacity constraints only. »

Look the following example. Given T = 9, the capacity and transit time
of all arcs are presented in Table 2.1.1, while the capacity of the arc or the transit
time of the arc is negative we use ” —” stands for.

Obviously, A = {z(s,a,1) = 5, z(a,d, 3) = 5,z(d, h,6) = 5,z(h, p,8) =5,
other z(i,j,t) equal zeros } is a feasible low. A = {z(s,a,1) = 6,2(s,d,1) =
3,z(a,d,3) = 5,z(d,h,6) = 5,z(h,p,8) = 5, other z(i,j,t) equal zeros } is a

preflow. It is easy to see that zero flow is always a feasible flow.
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a g

o
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N

Figure 1. Example 2.1.1

Table 2.1.1 I(3, 4,t) and b(i, j,t) of Figure 1

t|(s,a)|(s,d) | (a,9) | (a,d) | (d,h) | (9,d) | (9:0) | (h,P)
of -1 | 1,-|1,-|3-|--1-1|--10-
1162 |31|2-|41]0-]- [01]1-
21133523152 1,- |01 ]22]|2-
3|24 |73]42|63]| 2-1|12]43]3,-
4] 275]94|53|74]| 3-|23/64]4,-
5346 |11,5] 6,4 | 8,5 | 41 | 34 | 85| 5,-
6| 41,7 13,6 7,5 | 9,6 | 52 | 45 |[10,6| 6,-
7| 488 | 157 | 8,6 |10,7| 6,3 | 56 |12,7| 7,-
8559|178 9,7 (11,8 7,4 | 67 |14,8] 81
9f6210| 199 | 108 [12,9| 85 | 78 | 16,9 9,2

Definition 1 Let P(s,z) = (s = z1,...,Z, = z) be a directed path from s to =

and assume that a flow traverses the path. Let 7(x1) = 0 and define recursively
7(z;) = 7(Ti-1) + W(Ti1, x5, 7(Tiz1)),  fori=2,..,r

The departure time of the flow at a node x; on P is defined as 7(z;) if 1 <i < r.
Accordingly, the arrival time of the flow at a node x; on P is defined as

oz(:z:l) = 0, a(:v.-) = T(IL','_I) + b(IB,'_l, zi, T(il),'_]_)), f07'1: = 2, ey T
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A directed path P together with all transit times, departure times, and
arrival times is called a dynamic path. In this chapter, the departure time of a

node z; is equal to the arrival time of the node.

Definition 2 Let P = (zy, ...,z,) be a dynamic path from z, to x,. The time of
P is defined as o(z,). A path has time at most t, if its time is less than or equal
to t. Specifically, a path is said to have time eractly t, if its time is equal to &.

Definition 3 Let P(s = x;, %, ..., 2 = y) be a dynamic path from s toy. Then,
the capacity of path P(s,x;) is recursively defined as:

Cap(P(s,r;)) = min{Cap(P(s, zi-1)), lzi-1, Zi, T(Ti-1)) },
1=2,3,..,7

Cap(P(s,21)) = oo

The following example gives a dynamic path from s to p. The first variable

of the bracket is the capacity of the arc and the second variable is the transit time.

Q) a (102 ) d QELt2)

O0——»oO » O » O

Figure 2. Example 2.1.2
Let’s assume that a flow traverses the path P(s,p) = (s,a,g,d,p) which is a
directed path from s to p. 7(s) = 1, then 7(a) = 3,7(g9) = 4,7(d) = 8 and the
exact time of the path is 14 with the departure time of s is 1, because a(p) = 14.
The capacity of the path is 2.

Adopting the strategy same as what the most network flow algorithms
applied, we use residual network to measure a remaining flow network for carrying
the incremental flow. However, the concept of the residual network should be
generalized here while taking consideration of the time factor.

To uniform our presentation, initially we create an artificial arc, denoted

by [4, ], for each arc (,7) € A while let I[4,4,¢{] =0 and .
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(2.2)

o —b(,j,u), 0<t=u+b(iju) <T,u=0,4..T,
b[]’ ""t] =
+o00, otherwise.

We still denote the network as G. Note that b[j, i,¢] may take more than
one value for some arcs [4, i] at some time t, since there may exist more than one u
satisfying u + b(4, j, u) = t. Supposing that P(s, p) = (z;, 23, ..., Zr) is a dynamic
path from s to p and f, > 0 is the flow value sent along P(s, p), we update the
network by an updating procedure. Particularly, for i =1,2,...,7 — 1, do:
Case 1: (i, %i41) € A*. Let
Wi, Tiyr, 7(2:)) = Ui, Tiga, T(23)) ~ Sp;
Uzit1, Ti, (@ig1)] = U[Tiga, T, &(Zis1)] + fo.
Case 2: [z;,z;41] € A™. Let
U(Zig1, i, A(Tig1)) := UTipa, T, &(Tiy1)) + fps
Uz, g, 7(x:)) := Uz, Tiga, 7(20)] — fo,
where A* and A~ denote sets of arcs with positive and negative transit times
respectively (A = A* U A~). We call such a network as a time-varying residual
network. We also take figure 1 for example and the capacity and the transit time

are same as Table 2.1.1.

£
[

Figure 3. Example 2.1.1(continued)

Suppose that there is a flow flows along the path P=s—a~d—h —p,
starting from s at time 1 and arriving at p at time 9. And arrival time at node
a,d,h are 3,6,8, respectively. The value of the flow along the path is 5. Then,
after doing the updating procedure, the capacity and the transit time will be
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changed as follows ( others remains unchanged):

lla,s,3] = 5,bla, s,3] = ~2; l[d, a,6] = 5,b[d, a,6] = ~3; l[h,d,8] = 5,blh,d, 8] =
=2; l[p,h,9] = 5,b[p,h,9] = —1; I(s,a,1) = 1; l(a,d,3) = 1; I(d,h,6) = 0;
I(h, p,8) = 3. We obtain the residual network as what in Figure 3.

2.2 A Time-Varying Excess Scaling Algorithm

for the Maximum Flow Problem

2.2.1 Basic Definitions and Properties for the Excess Scal-
ing Algorithm

A dynamic path has the length k if it consists of k arcs. To measure the length of
a dynamic path from node x € N to node p of time exactly ¢, we use a distance

label d(z,t) which is defined as follows:

Definition 4 A distance function d with respect to the residual network is a’
function from the couple sets, the node set N and the time set {0,1,...,T}, to the
set of nonnegative integers. We say that a distance function is valid with respect
to a flow if it satisfies the following two conditions:

(i) d(p,t) =0,0 <t < T;

(4) d(i,u) < d(j,t) + 1 for every arc (3,7) € A* (or [i,j] € A™) in the time-
varying residual network while 0 <t = u+b(i, j,u) < T (or0 <t = u+bi,j,u] <
T).

We refer to d(i, t) as the distance label of node i at time ¢ and the above two

conditions as the validity conditions. For a distance label, we have two properties.

Property 1 If the distance labels are valid, the distance label d(i,t) is a lower
bound on the length of the shortest dynamic path from node i to node p at time t
in the residual networtk.

Proof: Let P(i,p) = P(i = i1,13,...,4k41 = p) be any dynamic path of length
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k from node i to node p in the time-varying residual network with ¢;,; = ¢; +
b(ij, 4541, ¢5), for j = 1,2,..., k, where t; = a(i;) is the arrival time at node i; on
this path. The validity conditions imply that

d(ik, te) < d(igt1,trrr) + 1 =d(p,tp1) +1=1,

d(ik-1,tk-1) < d(ik, tx) +1 <2,

d(ik-2,te—2) < d(fp-1,tx-1) +1 <3,

d(i,tl) = d(’l:l,tl) S d(ig,t2) + 1 S k.

Therefore the claim is true.

Property 2 If d(s,t) > nT (t < T), the time-varying residual network contains
no directed path from the source node to the sink node.

Proof: From Property 1, since d(s,t) is a lower bound on the length of the
shortest dynamic path from s to p of time exactly ¢ in the residual network, there
is no directed path which can contain more than (nT — 1) arcs. Therefore, if
d(s,t) > nT, the time-varying residual network contains no directed path from

node s to node p at time ¢.

Let B(i) be the set of arcs emanating to node i. For each node i and
each time ¢, the initial distance labels d(i,t) could be obtained by performing
the backward search starting from p in the time-varying residual network. For
instance, set d(p,t) = 0 for 0 < t < T and for each node i such that (4, 7) (or

[i,5]) in B(5), let

d(i,u) {d(5,t) +1}.

= min
{ult=u+b(5,5,u),4(5,j,u)>0 or t=u-+bli,jul,l[i,j,u]>0}

Denote d(i,t) to be null if node i can not obtained a distance label at time ¢.

Note that this process can be performed in O(mT) time.

Definition 5 We say that an arc (i,j) (or [4,j]) in the dynamic residual network
is admissible if it satisfies the condition that d(i,u) = d(j,t) + 1, t = u+b(i, j, u)

(or t = u + b[i,j,u]), we refer to all other arcs as inadmissible. We also refer
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to a dynamic path from node s to p consisting entirely of admissible arcs as a

dynamic admissible path.

Suppose that P is a dynamic admissible path, the following conditions
must be satisfied:
(1) I(3, j,uw) > 0, b(3,4,u) > 0 (or I[i, j,u] > 0, b[i, j,u] > 0),
(2) d(3,u) < d(j,t) + 1.
It is obviously that the admissible path P must be a shortest dynamic path in
the time-varying residual network.
For a preflow z in the network G, we define the excess of each node i € N
at time ¢ as below:

e(i,t) = | Z z(j,z',u,)— Z (3, 5, 1).

{5:G8)€A(orljf]€ A) u=t—b(j,i,u)(or u=t—blji,u])} {i:(3,9)€A(or[i.fl€A)}
In a preflow, we have e(i,t) > 0 for each i € N\{s} at each time ¢. A node

is said to be active at time t if e(i,t) > 0. Node s is the only one with negative
excess at any time. Throughout this chapter, we adopt the convention that the

source and the sink nodes are never active at any time.

2.2.2 A Time-Varying Excess Scaling Algorithm

We will develop an excess scaling algorithm to solve the time-varying maximum
flow problem in this section. Let e,,., = max{e(i,t)|i is an active node at time ¢,¢
< T}, which provides one measure of the infeasibility of a preflow. The basic
idea of the time-varying excess scaling algorithm is to apply an excess scaling
technique!® that systematically reduces the value of emaz to 0.

Let A denote an upper bound on e,,,. We refer to a node with e(i,t) >
A/2 > emaz/2 as a node with large excess, and as a node with small excess other-
wise. The time-varying excess scaling algorithm always carries out nonsaturating
pushes which push flow from a node i with a large excess to a node j along an
admissible arc (%, 7) (or [¢,7]) at time ¢. This choice assures that during nonsat-

urating pushes, the algorithm sends relatively large excess closer to the sink. In
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order to ensure that the algorithm permits no excess to exceed A, it pushes § =
MiNe—y 4 b(i,5,0) (€05, w), L(3, 5, ), A—e(j, t)}( or & = ming—yibpiju{e(E, ), Ui, 4, ul, A
— e(j,t)}) units of flow on arc (%, 5) (or [¢,7]). During the whole process of our
algorithm, we adopt the following node selection rule: among all nodes with a
large excess at any time ¢ < T, select a node with the smallest distance label.
Denoting U = max(;jjeas<r l(¢,7,t), we are now ready to present the

algorithm.

Algorithm Time-varying excess scaling:
begin
preprocess;
A = 2fesl],
while A > 1do
begin
while there is an e(i,u) > A do
begin
Select a node i with the smallest distance label among all nodes with
e(i,u) > A;
Perform push/relabel(i) while ensuring that no e(i,t) > § with ¢ < T;
end;
A:=A/2
end;

end;

(a) procedure preprocess:
begin
Set z(i,4,t) := 0 for each (i,5) € A and each t;
Compute the distance labels d(i, t);
Let z(s, ,t) := (s, j,t) for each arc (s,j) € Awitht=0,1,2,...,T - 1;
Calculate e(i,t) for each i € N and each t;
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end;

(b) procedure compute the distance label d(3, t):
begin
Initialization: Set d(p,t) :==0,t=0,1,2..T;
Let LIST := {d(p,t),t =0,1,...,T};
while LIST # @ do
Select the first label in LIST, denoted by d(j,t);
for all i € N such that (i,5) € A* (or [i,j] € A™) do
for each u such that u =t — b(i, 4, u) and I(3, j,u) > 0 (or u =t — b[i, j, y|
and l[i,,u] > 0) do
begin
if i # s then d(i,u) := min{d(j,t) + 1};
if i = s then
d(i,w) := max{d(j,t) + 1,nT}; LIST := LIST U {d(i,u)};
end;
LIST = LIST\{d(j, t)}
end;

end;

(¢) procedure push/relabel(z);
begin _
if 0 < u < T and the network contains an admissible arc (%, j) (or [, j]) then
push & := min{e(%, u), I(i, j, u), A — e(j,t)}( or & := min{e(s, u), l[i, j, u], A—
e(j,t)}) units of flow from node i to node j at time u;
else d(i,u) :
= MIN( j)eA (i) t=utbligw)lidn)>0; OF [ifleAG) t=u+blijnl i u>0) {0, ) + 1}
end;
Lemma 1 The algorithm satisfies the following two conditions: -

(1) Each nonsaturating push sends at least A[2 units of flows;
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(2) No ezcess ever exceeds A.

Proof: We consider the case where a nonsaturating push is applied on arc (i, 7)
at time u < T (the case on an arc [4, j] can be proved in a very similar way).
Since arc (%, §) is admissible, d(j,t) < d(i,u). Notice that node ¢ is the node with
the smallest distance label at time u among all nodes with the large excess, so
we have e(i,u) > A/2 and e(j,t) < A/2. Since this push is a nonsaturating, it
sends min{e(?,u), A —e(j,t)} > A/2 units of flow. So the first part of the lemma
holds. Moreover, this push operation increases the excess of node j at time ¢
only. The new excess of node j at time t is e(j, t) + min{e(i, u), A — e(j, )} <
e(j,t)+{A —e(4,t)} < A. So all the node excesses remains less than or equal to
A. This proves the second part of the lemma.

Theorem 1 Time-varying excess scaling algorithm correctly computes a mazxi-
mum flow.

Proof: The algorithm terminates when the excess resides at the source or at the
sink, implying that the current preflow is a flow. Since d(s,t) = nT for any time
t, by Property 2, the time-varying residual network contains no path from the
source to the sink at any time £. This condition is the termination criterion of the
augmenting path algorithm, and the excess residing at the sink is the maximum

flow value.

2.2.3 Complexity of the Algorithm

In what follows, we will discuss the time complexity of our algorithm.

Lemma 2 At any stage of the excess scaling algorithm, each node i at time t with
positive excess is connected to node s by a directed dynamic path from node i to
node s of time exactly t in the time-varying residual network.

Before proving this lemma, we introduce the flow decomposition theorem

in a time-varying network.

Theorem 2 Every dynamic path and dynamic cycle flow has a unique repre-
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sentation as nonnegative arc flows. Conversely, every nonnegative arc flow can
be represented as a dynamic path and dynamic cycle flows (though not necessarily
uniquely) with the following property: Every directed dynamic path with positive
flow connects a deficit node (e(i,u) < 0)to an ezcess node (e(i,t) > 0) while the

time is matching.

The proof of Theorem 2 is very similar with that of the theorem for the
static networkl®. To save the space, we omit its proof here. Now, we give the

proof for Lemma 2.

Proof: Notice that for a preflow z, we have e(s,t) < 0 and e(i,t) > 0 for all
i € N\{s} at any time t. By Theorem 2, we can decompose the preflow z with
respect to the original network G into nonnegative flows along (1) dynamic paths
from node s to node p, (2) dynamic paths from node s to active nodes, and (3)
flows around dynamic cycles. Note that both (1) and (3) do not contribute to

the excess from node s to node p. So the lemma is true.

Lemma 3 For each node i € N and each timet (0 <t <T), d(i,t) < 2nT.
Proof: The last time the algorithm relabeled node i at time ¢, the node had
a positive excess, so the time-varying residual network contained a path P of
lenéth at most nT — 2 from node ¢ to node s. The fact that d(s,t) = nT and
that d(k,u) < d(l,t) + 1 (t = u+b(k,l,u) or t = u+ blk, [, u]) for every arc (k,1)
(or [k,1]) in the path P implies that d(i,u) < d(s,t) + |P| < 2nT.

Lemma 4 If the algorithm relabels any node at most k times, the total time spent
in finding admissible arcs and relabeling the nodes is O(k Y ien Lier |A(3)]) =
O(kmT), where A(3) is the set of arcs adjacent to node i.

Lemma 5 In the algorithm each distance label increases at most 2nT times.
Consequently, the total number of relabel operations is at most 2n*T72.

Proof: Each relabel operation at node i at time ¢ increase the value of d(i, t) by at
least 1 unit. After the algorithm has relabeled node i at most 2nT times, d(i,t) >

2nT. Then the algorithm never again selects node ¢ during an advance operation
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since for every node k in the partial admissible path, d(k,t;) < d(s,t2) < 2nT.
Thus the algorithm relabels a node at most 2nT times and the total number of
relabel operations is bounded by 2n%T72.

We shall be using the above results to obtain that the total time spent in
finding admissible arcs is O(nmT?).

Lemma 6 The algorithm saturates arcs at most nmT? times.

Proof: Between two consecutive saturations of an arc (4, ) (or arc [z, j]), both
d(i,u) and d(j,t) must increase by at least 2 units. Since the algorithm increases
each distance label at most 2nT times, this result would imply that the algorithm
could saturate any arc at most nT times. Therefore, the total number of arc

saturations would be bounded above by nmT?.

Lemma 7 The time-varying excess scaling algorithm perform O(n*T?) nonsatu-
rating pushes per scaling phase and O(n®T?log U) pushes in total.

Proof: Consider the potential function ® = ¥ ;cn <7 €(3,t)d(i,t)/A. The ini-
tial value of ® at the beginning of the A-scaling phase is bounded by 2n27?
because e(i,t) is bounded by A and d(i,t) is bounded by 2nT. During the
push/relabel(i, t) operation, one of the following two cases must apply:

Case 1. The algorithm is unable to find an admissible arc at time u along
which it can push flow. In this case the distance label of node i, d(i,u), increase
by € > 1 units. This relabeling operation increases ® by at most € units because
e(i,u) < A. Since for each node i the total increase in d(i,u) throughout the
running of the algorithm is bounded by 2nT, the total increase in ® due to the
relabeling of nodes is bounded by 2n2T72.

Case 2. The algorithm is able to identify an arc on which it can push flow
at time u, so it performs either a saturating or a nonsaturating push. In either
case, & decreases. A nonsaturating push on arc (z,7) (or [, j]) at time u sends
at least A/2 units of flow from node % to node j and since d(j,t) = d(i,u) — 1,
t =u+b(i, j,u) (or t = u+bi, j,u]), after this operation decreases ¢ by at least
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1/2 unit. Since the initial value of ® at the beginning of a A-scaling phase is
at most 2n2T? and the increase in ® during this scaling phase sums to at most
2n2T?, the number of nonsaturating pushes is bounded by 8n?T2.

Lemma 8 The algorithm identifying a node with the minimum distance label
among nodes with excess more than A/2 runs in O(nmT? + n?T?%log U).

Proof: We use the following data structure. For each k£ = 1,2,...,2nT — 1, we
maintain the list LIST(k) = {i € N : e(i,t) > A/2 and d(i,t) = k,t < T},
and the variable L that is a lower bound on the smallest index k for which
LIST(L) is nonempty. We identify the lowest-indexed nonempty list by starting
at LIST (k) and sequentially scanning the higher-indexed lists. Because the algo-
rithm performs O(log U) scaling phases, each phase the algorithm spends O(nT)
time to scan the list, also the algorithm performs O(nmT? + n®T2log U) pushes
in total which would influence e(i,t). So the algorithm identifying a node with
the minimum distance label among nodes with excess more than A/2 runs in

O(nmT? + n?T?log U).

In summary, we have:

Theorem 3 The excess scaling algorithm runs in O(nmT? + n®T?logU) time.

2.2.4 A Numerical Example

To illustrate how the algorithm works, we give an example below. Network G is
shown in Figure 4. Given T = 10, both capacities and transit times of all arcs are
listed in Table 2.2.4.1, while the capacity of the arc or the transit time of the arc
is negative we use ” —” stands for. Table 2.2.4.2 shows the initial exact distance
label d(i,t) for every i € N and for each time ¢, ” —” stands for ”o0”.

After procedure preprocess, we find that e(a,1) = 2,e(a,4) = 5,e(a,5) =
6,e(g,4) = 7, and other excess are equal to 0. So nodes a and g are active nodes
and A = 208211 = 32,

Iteration 1. It is easy to see that there is no node with excess more than
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A =16 and A = 8, so we begin with A = 4. Noting that e(g9,4) =7 > A, by
the node selection rule, we choose node g do the push/relabel operation at time
4. Arc (g, m) is the admissible arc at time 4. After doing the push operation on
arc (g,m), we have e(m,5) = 7 and e(g,4) = 0. Now arc (m, f) is the admissible
arc, and e(f,6) = 7 and e(m,5) = 0 after the push operation. Then arc (f, p)
becomes an admissible arc. e(p,7) = 7 and e(f,6) = 0 after the push operation.

)

Figure 4. Example 2.2.4.1

Next, we choose node a for doing the push/relabel operation, because
e(a,5) = 6 > A. Arc (a,m) is the admissible arc at time 5. After the push
operation, e(a,5) = 1 and e(m,6) = 5. Arc (m, f) becomes an admissible arc
and we have e(m,6) =0 and e(f,7) = 5. Arc (f,p) is the admissible arc at time
7, e(f,7) = 0 and e(p,9) = 5.

Node a is the active node at time 4 because e(a,4) = 5 > A. Arcs (a,m)
and (m, f) are admissible arc at time 4 and 5 respectively. After doing push
operations on those arcs, we have e(a,4) = 1, e(m,5) = 1 and e(f,6) = 3. Since
no node excess exceeds A = 4 now, this iteration is terminated.

Iteration 2. A :=A/2:=2. Ase(f,6) =3 > A, we choose node f do the
push/relabel operation. After the operation, e(f,6) = 1 and e(p,7) = 2. Now,
because e(a,1) = 2 > A, a is the active node at time 1. After doing the push
operation, we have e(a,1) = 1 and e(m, 2) = 1. At this time, e(a,1) = 1,¢e(a,4) =
1,e(a,5) =1,e(m,2) =1,e(m,5) = 1,¢e(f,6) = 1.

Iteration 8. Let A = 1. f is the active node at time 6. Because arc (f, p)

is a saturating arc at time 6, we can not send any flow along the arc. By the
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algorithm, we relabel d(f, 6) by letting d(f,6) := d(m,5) + 1 := 3. Now [f,m] is

the admissible arc. After doing push operation on arc [f, m], we have e(m, 5) = 2.
Table 2.2.4.1 (2, j,t) and b(i, j,t) of Figure 4

(8,0)|(3, 9)|(a,m)|(g, m)|(m, £)|(£, 9)|(9,%)|(i, B)|(h, k) (K, p)|(f, P)
21]5-]01]0- |51 1-|0-|-10-]L1-]--
3161 1,1 | 2- | 61 | 3- | 1| -~ | L | 27 | -~
a1 (7221 | 4- | 70 | 5- | 2-|2-| 2- | 3~ | L~
51 (83|31 6- |81 |71|3-|3-|3-]4-| 3-
6194 41 81|91 [92]|41]4-]|4- |55,
7.1 105| 51 | 102 | 10,1 [11,3[52 (6,1 | 5- | 6,1 | 7,-
81|11,6] 6,1 |12,3|11,1 (1346382617291
91 [12,7| 7.1 | 14,4 | 12,1 [155] 7,4 [103] 7.2 | 83 [11,2
10,1138 81 | 16,5 | 13,1 |17,6] 85 [12,4| 83 | 9,4 13,3
11,1]14,9] 9,1 | 18,6 | 14,1 [19,7| 9,6 |14,5] 9,4 [10,5[15,4
12,1(15,10{ 10,1 | 20,7 | 15,1 |[21,8]10,7|16,6 10,5 [ 11,6 17,5
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Table 2.2.4.2 Initial distance label d(i,t) of Figure 4
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Relabel d(m, 5) by letting d(m, 5) := d(g,4)+1 := 4. [m, g] becomes an admissible
arc at time 5, and e(m, 5) = 0 and e(g,4) = 2 after the push operation. Relabel
d(g,4) by d(:,5) + 1 = 4 and e(9,4) = 0 and e(i,5) = 2 after doing the push
operation on arc (g,4). (¢, h), (h, k) and (k, p) are the admissible arcs, e(i, 5) =0,
e(h,6) =0, e(k,7) = 0 and e(p, 10) = 2 after push operations. ’
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Node a is the next active node we have chosen. Obviously, by the algo-
rithm, the excess flows at time 4 and 5 must be sent back to node s.

m is the active node at time 2. (m, f), (f,9), (9,%), (3,h), (h,k), and
(k,p) are the admissible arcs respectively. After the push operation, we have
e(m,2) =0, e(f,3) =0, e(g,4) =0, e(i,5) = 0, e(k,7) = 0 and e(p, 10) = 1.

Finally, we choose node a as it is an active node at time 1. The excess
flow must be sent back to node s. Then, the algorithm is terminated.

It is clear that the maximum flow of the network f(),10) = 17. The
solution X can be decomposed into five dynamic paths which are listed below:

P, = s— g—m— f — p which starts from s at ¢ = 2 and reaches p at t = 7 with

Cap(Py) = 5;

P, = 3 —a—m— f — p which starts from s at ¢ = 4 and reaches p at t = 9 with
Cap(P,) = 5;

P3 = s—a—m— f — p which starts from s at ¢ = 3 and reaches p at t = 7 with
Cap(P3) = 4;

P; = 53— g—1i— h—k — p which starts from s at ¢t = 2 and reaches p at ¢t = 10
with Cap(P;) = 2;
Ps=38—a—m— f—g—i—h—k— p which starts from s at ¢t = 0 and reaches

p at t = 10 with Cap(Ps) = 1.

2.3 A Time Labeling Algorithm for the Time-
Varying Maximum Flow Problem

We have known that the optimal solution to send the maximum flow may not be
unique. One may like to find such a maximum flow solution that has the earliest
(or the latest) arrival time at p, within a given time limit T'. It is common in our
daily lives. For example, in the market, if some food is going to be sold out, the

producer should send their food to the market as early as possible. Sometimes,
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we may need to package whole goods again at the interchange station. In order to
save storage costs, we hope that the arrival time of the flow is as late as possible
before a deadline. Sometimes, we may like to find the shortest duration dynamic
path and we want to find the solution that the duration of each subflow is as
short as possible. In this section, we propose a time labeling algorithm to solve

the above time-varying maximum flow problems.

2.3.1 Basic Definitions and Properties for the Time La-
beling Algorithm

Definition 6 P = (z,,...,%,) i3 said to be an earliest dynamic path from z, to

z, with 7(x,) = t if the arrival time of P satisfies
o(P) = min o(P)

Similarly, P is said to be a latest dynamic path from z, to z, with T(z,) =t if

the arrival time of P satisfies
a(P)= max a(P’ )

where P is the set of all dynamic paths from z; to z, with T(z,) =

We show the following figure to explain the above definition. The variables

in brackets are capacity and transit time of arcs. Let T = 20.

@t-2)

d
2
s (t+l,t+1)a% \ k (2t+22t—4)
(t,t)\- /1:-1)

Figure 5. Example 2.3.1.1
P, = (s,a,d,k,p) and P, = (s,a, g, k, p) are two paths from node s to node
p. We assume that the flow starts from node s at time 0. Then we can obtain the

arrival times at each node of P are a(a) = 1,a(d) = 4,a(k) = 8,a(p) = 20 and
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the arrival times at each node of P; are a(e) = 1,a(g) = 2,a(k) = 3,a(p) = 5.
It is obvious that the path P, is an earliest arrival dynamic path from s to p at

time 0 and P, is a latest arrival dynamic path from s to p at time 0.

For each node ¢ € N and each time 0 < t < T, let M(i,t) denote the
arrival time of node p in a dynamic path which starts from i at time ¢. If there
is no dynamic path from i to p with starting time ¢ or the arrival time of such a

path is greater than T, let M(i,t) be null. We define:

Definition 7 Labels M(i,t) are valid with respect to a flow if they satisfy the
following conditions:

(i) M(p,t)=¢,0<t<T;

(i) M(i,u) = M(j,t) for every arc (i,j) (or [i,j]) in the time-varying residual
network while t = u + b(i,j,u) (ort=u+0b[i,j,u]) and0 <t <T.

We refer to the above two conditions as validity conditions. Obviously, we

have:

Property 3 Suppose that the path P = (z,...,x,) i3 the earliest (or latest)
dynamic path from x; to x, with 7(x;) = t, then for each node z; (i =1,2,...,1),
the subpath P’ = (x;,...,%.) must be the earliest (or latest) dynamic path from
z; to z, with 7(z;) = a(z;) under the restriction that for each (xx,z;) € P,

a(z) = a(ze) + bz, 21, 7(zk)) (or () = a(2x) + blzk, 21, T(zk)])-

Property 4 If labels M(i,t) are valid, M(i,t) is a lower (upper) bound of the
arrival time at node p of the earliest (latest) dynamic path from node i to p in

the residual network with (i) = t.

Let B(i) be the set of arcs emanating to node 7. For each node i and each
time ¢, the initial labels M(%,t) could be obtained by performing a backward
searching. In particular, starting from p in the time-varying residual network, for
t=0,1,..,T (t=T,T —1,...,0 in case of the latest maximum flow problem) do

(i) Set M(p,t) =t and call p to be labeled at time t;
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(it) Ezamine each labeled node i. For each node j such that (3,3) (or [i,5])
in B(j), set M(i,u) := M(j,t), where t = u + b(3,j,u), I(3,5,u) > 0 (ort =
u+ bi, j,u), ¢, 7,4] > 0). '

It is easy to see that this process can be performed in O(mT) time.

Note that, for some i and some ¢, M(i,t) may not be unique. That is
to say, there are more than one dynamic path from ¢ to p with starting time ¢
in G. Let LIST(i,t) = {M(i,t); M(i,t) # null} for each i € N and each time
0 <t < T while keeping all labels in LIST(i,t) in increasing order for the earliest
maximum flow case (in decreasing order for the latest maximum flow case), and

denote R = U;eno<i<r LIST (i, 1).

Definition 8 An arc (i,5) (or [i,7]) in the dynamic residual network is called
admissible if it satisfies the condition that M(i,u) = M(j,t), wheret = u +
b(i,j,u) (ort = u+b[i,j,u]). Otherwise, it is called inadmissible. A dynamic
path from node s to p consisting entirely of admissible arcs is called a dynamic

admissible path.

Note that there is an interesting distinction between the problem of max-
imum flow and the problem of earliest (or latest) maximum flow. This can be
illustrated by the following example.

Example

Consider a tim&varﬁng network G as shown in Figure 6, where T = 6.
Both capacities (2, j,t) and transit times b(%, j, t) are listed in Table 2.3.1.1, while
the capacity of the arc or the transit time of the arc is negative we use ” —” stands
for. .

There is a maximum flow A; in G which consists of P, = s —a — p starting
from s at ¢t = 0 and reaching p at t = 3 with Cap(P;) =1,and P, =s-b—f—p
starting from s at ¢ = 1 and reaching p at ¢t = 5 with Cap(P;) = 1. The total
value of flows under ), is equal to 2.

Note that we can have another solution Ay which consists of P, =s—a—p
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starting from s at ¢ = 0 and reaching p at ¢t = 3 with Cap(P,) =1, and P, =s—
b— p starting from s at ¢ = 1 and reaching p at t = 4 with Cap(P,) = 1. A; is the

~—

Figure 6. Example 2.3.1.2

° P

Table 2.3.1.1 I(%, j,t) and b(%, j, t) of Figure 6

t|(s,a)|(s,b)|(a,p)|(, P)|(b, f) |(f,P)|(:9)|(9p)
o[1,1{1,1{0,3[-,-]0,-[-5]--0,6
112,2(1,2[1,2[--|1,- [0,4]--]1,5
2(3,3[1,3]2,1]0,-|2,-[1,3]0,1[24
3[4,4]1,4[3,-]1,1[3,1[2,2][1,2(3,3
4 1,5

5 1

6

5,5 4,-12,214,213,112,3(4,2
6,6/1,615,-13,3|5,3[4,-]3,4|5,1
7,7(1,7|6,-(4,4]6,4[5,-[4,5(6,-

earliest maximum flow in G.

Consider another solution Az, which consists of P, = s — a — p starting
. from s at t = 0 and reaching p at ¢ = 3 with Cap(P}) =1,and P, =8—g—p
starting from s at ¢ = 1 and reaching p at t = 6 with Cap(P;) = 1. It is the

latest maximum flow in G.

2.3.2 A Time-Varying Time Labeling Algorithm

Now we will develop a time-varying labeling algorithm for solving the earliest
maximal flow and the latest maximal flow problems.

We first label each node at each time by the backward search starting at
the sink node. Then set a preflow in N and choose an active node at a time to

push the flow along an admissible arc. The algorithm terminates when % = 0.
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During the whole precess of our algorithm, we adopt the following admissible arc
selecting rule:
[1] For an active node i, if there are nonartificial arc (i,5) and artificial arc
[¢, k] to be admissible arcs, we choose nonartificial arc (i, j) first;
[2] If there are some nodes whose excess are not zero on the same admissible
path, we choose the node nearest to the sink node first.
Now, we are ready to give the algorithm.

Algorithm Labeling algorithm
begin
preprocess,
while R # 0 do
begin
set a:=min{M(i,t) for alli e N,0<¢ < T};
if M(j,t) = a then
choose node j at time ¢ do push operation;
begin
for each node j € N which is the set of nodes whose labels are equal to
a just now;
let LIST (4, t):=LIST(j,t)\{M(j,t) = a, for all j € Ny,t =0,1,...,T};
if there exist some LIST(j,t) # 0 then
set b := min{M(j,t),j € Ny and the departure time of each node
satisfies definition 1};
set Ny := {j|M(j,t) = b,j € N;} and sends all the excess on the
nodes in N; to the nodes which belongs to Na;
relabel M(j,t) := b for all the nodes which belong to Ny except the
sink node p;
else R := R\ LIST(j,t) and send the excess of nodes back to the
source node;

LIST(j,t) := LIST(j,t)\{M(j, t) = b} for j € Ny — Ny;
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end;
else remain the label of each node the same as before;
end;

end;

(a) procedure compute labels M(i,t) for the earliest (latest) maximum problem
begin
Initialization: Set M(p,t) :=t, for t =0,1,.....,T (for t=T,T —1,...,0 in
case of the latest maximum flow problem);
set LIST(p,t) := {M(p,t)}, and then put all LIST(p,t) in R,
LIST(i,t) = 0(i # p) at first;
while R # 0 do
begin
Select the first LIST in R, denoted by LIST(j,t);
for all M(j,t) € LIST(j,t) and all the z € N such that (i,5) € A* (or [3, j]
€ A7) do
for each u such that u =t — b(4, j,u) and (3, ,t) > 0 (or u =t — b3, 5, ]
and I[i, j,t] > 0) do
M(i,u) := M(j,t); LIST(i,u) := LIST(3,u) U {M(i,u)};
end;
R := R\LIST(j,t);

end;

(b) procedure preprocess
begin
Set z(i,4,t) := 0 for each (i,j) € Aand each 0 <t < T;
Compute labels M(i,t);
Let z(s, j,t) := I(s, j,t) for each arc (s,j) € A and each time ¢ obtained by
procedure (a);
Calculate e(i,t) for each i € N at each 0 <t < T;
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end;

(c) procedure push
begin
if the network contains an admissible arc (%, j) (or [i,j]) then
push

§:=_min {e(i,u),l(i,j,u)}

(or 8 := ming_y44); {3, u), I[i, 7, u]}) units of flow from node 7 to node j
at time u, where 0 < u < T
if the admissible arc is [z, j] under the condition that the label of two nodes
are not relabeled then
set I(j,1,t) :==0;
else I(i,j,u) := (4, 4,u) — &;
else remain the excesses of the nodes;

end;

Property 5 Procedure(a) computes all the nodes with their departure time that

can arrive at the sink node within duration T.

Property 6 If node i (i € N\{p}) is labeled at time t, there must ezist an
admissible path from node i at time t to the sink node within the time duration

T.

Property 7 If P is an admissible path, (i,4) € P, LIST(j,t) contains at least two
labels. If there exists one M(i,u) in LIST(i,u) which satisfies M (i,u) = M(j,t),
then LIST(i,u) = LIST(j,t). '

Theorem 4 The labeling algorithm correctly solve the time-varying earliest (or
latest) arrival mazimum flow problem.

Proof: The algorithm terminates when the excess resides at the source or at the
sink, implying that the current preflow is a flow. Since ® = 0, by Property 5,

the time-varying residual network contains no path from the source to the sink
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at any time ¢, and the excess residing at the sink is the maximum flow value.
Also, in each push operation, in fact, we choose the earliest (or the latest) arrival

dynamic path.

2.3.3 Complexity of the Algorithm
In this subsection, we will analyze the time complexity of the algorithm.

Lemma 9 For each node i € N and each time 0 <t < T, M(i,t) < T+ 1 if
M(i,t) # null.

Proof: Note that the initial value of label M (i,t) is less than T + 1. During the
algorithm, it may be set or changed into a value coming from all existing labels
That is to say, the new value of label M(i,t) will not excess T too. Therefore,

the claim is true.

Lemma 10 In the algorithm, each label increases (or decrease) at most T times.
Consequently, the total number of relabel operations is at most nT?.

Proof: In the algorithm, if we relabel node ¢ at time ¢, the value of M(i,t) will
increase (or decrease in the case of the latest maximum flow) by at least 1. By
Lemma 9, the algorithm relabels a node at most T times. Since each node have

T labels, the total number of relabel operations is bounded above by n7?.

Lemma 11 In each iteration, the total time for finding the active node with the
minimum label in some LIST € R is O(nT).
Proof: It follows the structure of LIST directly.

Lemma 12 The labeling algorithm runs in O(mnT?®) time.

Proof: For each iteration, the excess on each node do O(mT') pushes at most.
There are at most O(nT) nodes, so it runs in O(mnT?) time in each iteration.
Because there are at most O(T) iterations, the algorithm runs in O(mnT3) time

in total until no excess can be sent to the sink node.

In summary, we have:
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Theorem 5 The time labeling algorithm runs in O(mnT?3) time.

2.3.4 A Numerical Example

We illustrate how the time labeling algorithm works. The network is the same as
what in Figure 4. Given T = 10, both capacities and transit times of all arcs are
listed in Table 2.2.4.1. Table 2.3.4.1 shows the initial exact time label M(i,t) for

every i € N and for each time ¢, ” —” stands for ”00”.

Table 2.3.4.1 Initial time label M(%,t) of Figure 4 (earliest)

LIST(i,t)|t =0ft = 1|t = 4lt = 5|t = = 8it =9lt = 10
M@pt) | 0| 1|2 516 78] 91| 10

M(fa t) - = = 7 0 - - 7 9 - - -

Mkt)y | -] -]-|-1-]16]8fw]|-1]-1]-

M(h,t) - - - - - - 10 -

MGt | - -T-1-1-1wo[--1-1-1 -

Mgty | - | -1 - | - |n10] -

Mmit)y| - | - |70 - [ -[7[9]-1]-1- -

M@,it) | - [70] - | - [ 719

M(s,t) {700 - |700] 7 |9 | -|-1]-1]-1- -

21t = 3|t
3
1

5|t = 6|t =Tt

It is clear that the maximum flow of the network f(X,10) = 17. The

solution A can be decomposed into five dynamic paths which are listed below:

P, = s—g—m— f— p which starts from s at ¢ = 2 and reaches p at t = 7 with
Cap(P) =5; :

P, = s—a—m— f — p which starts from s at ¢ = 3 and reaches p at t = 7 with
Cap(Py) = 4;

P; = s—a—m— f — p which starts from s at ¢ = 4 and reaches p at £ = 9 with
Cap(P;) = 5;

Py=s8s—a—m— f—g—1i—h—k— p which starts from s at ¢ = 0 and reaches
p at t = 10 with Cap(Py) = 1;

Py = s—g—1i— h—k— p which starts from s at ¢t = 2 and reaches p at t = 10
with Cap(Ps) = 2.
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After procedure preprocess, we find e(a,1) = 1,e(a,4) = 5,e(a,5) = 6,
e(g,4) = 7 and the other excesses are 0.

Iteration 1. We find that the minimum label is 7, so we choose node a
and node g as active nodes for push operation. We can obtain three pathes as
follows: P =8—a—m— f —g—m — f — p which starts from s at £t = 0 and
reaches p at t = 7 with Cap(P,) = 1; P, = s — g — m — f — p which starts from s
at t = 2 and reaches p at t = 7 with Cap(P,) = 4; P =s—a—m— f — p which
starts from s at ¢ = 3 and reaches p at ¢t = 7 with Cap(P3) = 4. At this time,
e(a,1) =1, e(9,4) = 3. LIST(a,1), LIST(m,2), LIST(f,3) and LIST(g,4) are
nonempty. R := R\{M(i,t) =T7}.

Iteration 2. Now the active node a with the label which is equal to 9 is
minimum. We choose it for push operation. (a,m),(m, f),(f,p) are admissible
arcs. We obtain the path as follows: P; = s —a —m — f — p which starts from s
at t = 4 and reaches p at t = 7 with Cap(P;) = 5. We only leave 1 unit flow on
node a. Because the LISTS of all the nodes whose labels are equal to 9 just now
are empty, we send the one unit flow back. R := R\{M(i,t) =9}.

Iteration 8. Now the active node a and g with the minimum labels which
is equal to 10. First, we choose node g for push operation. We obtain the path
as follows: P; = 8 — g — i — h — k — p which starts from s at ¢ = 2 and reaches p
at t = 10 with Cap(Ps) = 3. Because the one unit of node a can not be sent to
p, we send the flow back. R := R\{M(;,t) = 10}.

Up to now, R = g, the algorithm terminates.

Now we use the same example to illustrate the algorithm for the latest.
The exact time label M(i,t) for every i € N are showed in Table 2.3.4.2,” —”
stands for ”00”.

It is clear that the maximum flow of the network f(A,10) = 17. The
solution A can be decomposed into five dynamic paths which are listed below:

P, = 8—g—1i—h—k — p which starts from s at ¢t = 2 and reaches p at ¢ = 10
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with Cap(P,) = 4.

P, = 8—a—m— f — p which starts from s at t = 4 and reaches p at ¢ = 9 with
Cap(P;) = 5.

P3 = 3—a—m~— f — p which starts from s at ¢ = 3 and reaches p at t = 7 with
Cap(P;) = 4.

Py = 38— g~—m— f— p which starts from s at ¢ = 2 and reaches p at ¢ = 7 with
Cap(Py) = 3.

Ps=s8—a—m— f—g—m~— f— p which starts from s at ¢ = 0 and reaches p
at t =7 with Cap(Ps) = 1.

Table 2.3.4.2 Initial time label M(i,t) of Figure 4 (latest)

LIST(G, )|t = 10]t = =Tt= - =
M(p,t) | 10 | 9 7|6 3] 2|1
MED | - | -1 -1917]-]- w07 -1-1-
M(k,t) | - -{-|1w0| 8|6 -]-1-1-171-

M(h,t) | - -l -1 -1} -1t-91-1-1-71-

MGE) | - | -1-1-1-]10]-1-1-1-71-

Mgt | - | -] -1-1- 10,7 - | - | - | -

Mmt | - | -] -1-109 107 - | -

M(a,t) - - - - - 7] - - |110,7| -

MGt | - | - |- | -] - 10,7 - 107

=8|t =Tt=6[t =5[t =4{t =3[t =2/t = 1|t

o
w |

IRNT
[}

'
©
-3

After procedure preprocess, we find e(a,1) = 1,e(a,4) = 5,e(a,5) =
6,e(g,4) = 7 and the other excesses are 0.

Iteration 1.The active node g and a with the maximum labels which are
equal to 10. First, we choose node g for push operation. We obtain the path as
follows: P, = 8 — g — i — h — k — p which starts from s at ¢ = 2 and reaches p
at t = 10 with Cap(P,) = 4. Second, we choose node a. The one unit flow is
stopped at node g because of the saturating arc (g,%). At this time, LIST(a,1),

"LIST(m,2), LIST(f,3) and LIST(g,4) are nonempty. R := R\{M(s,t) = 10}.

Reration 2. Now the active node a with the maximum label which is

equal to 9, we choose it for push operation. We only leave 1 unit flow on node -
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a. Because the LISTS of all the nodes whose labels are equal to 9 just now
are empty, we send the one unit flow back. We obtain the path as follows:
P; = s—a—m — f — p which starts from s at ¢ = 4 and reaches p at t = 9 with
Cap(P,) =5. R := R\{M(s,t) = 9}.

Iteration 3. Now the active nodes a and g with the maximum labels which
are equal to 7. First, we choose node a for push operation. We obtain the path
as follows: P3 = 8 —a —m — f — p which starts from s at ¢t = 3 and reaches
p at t = 7 with Cap(P;) = 4. Second, we choose node g for push operation.
Arc (g,m),(m, f),(f,p) are admissible arcs. We obtain two pathes as follows:
Py = 3 —g—m— f — p which starts from s at ¢t = 2 and reaches p at t = 7 with
Cap(Py))=3; s=s—a—m— f—g—m~— f — p which starts from s at £ =0
and reaches p at t = 7 with capacity 1. R := R\{M(i,t) = 7}.

Up to now, R = g, the algorithm terminates.

2.3.5 The Other Application of the Time-Varying Time
Labeling Algorithm

Sometimes, we want to send some putrescible commodity from one place to an-
other in the cargo-transportation network. We could not spend much time on the
way, otherwise the commodity will go to bad easily. Therefore, we need to find
such a maximum flow that the time duration between the departure time and the
arrival time of the flow is as short as possible. We would like to point out that,

the previous time labeling algorithm can solve this problem either.

Definition 9 P = (24, ...,z,) is said to be a shortest duration dynamic path from
z1 to x, if the time duration between the departure time at node 1 and the arrival

time at node x, is minimized.

Let’s use the example (refer to Figure 4) to explain the definition. All arc
capacities and the transit times are the same as what in Table 2.2.4.1. We can

see that P = s —a — m — f — p which starts from s at ¢ = 3 and reaches p at
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t = 7 is the shortest duration dynamic path, because the time duration is 4 and
it is the shortest one.

We would like to point out that, the earliest (or latest) maximum flow
problem is different from the shortest time duration maximum flow problem. One
can find the difference between these two problems by the following example.
Example

Consider a time-varying network G as shown in Figure 7, where T' = 8§,
both capacities and transit times of all the arcs are list in Table 2.3.5.1.

g
°

N

a

Figure 7. Example 2.3.5.1

Table 2.3.5.1 I(i, 7,t) and b(3, j,t) of Figure 7

(5,9)|(3,9)|(s, f)|(a: )| (g, ) |(f, p)
--]0,-]1,5]0,-]0,-13,-
-lL-12,61,-]1,-]3-
0,1]2,-13,7(2,-]2-]3,-
1,2(3,1]4,8(3,-[3,1]3,-
2,3(4,2]5,9(41]4,2(3,1
3,4]5,31(6,10/5,2(5 3|3, 2
4,5(6,4(7,11]6,3|6,4 3,3
561|758 12[7,4]7,5]3,4
6,7/8,69,13/8,5[8,6(3,5

IN[ [T WIN O]~

The solution of the earliest maximal flow problem is as follows:
P, = s — f — p which starts from s at ¢ = 0 and reaches p at t = 7 with
Cap(Py) = 1
P, = s —a— f — p which starts from s at t = 3 and reaches p at t = 7 with
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Cap(Py) =2;
P; = s — g — p which starts from s at ¢ = 3 and reaches p at t = 8 with
Cap(Ps) = 1.
But the solution of the shortest duration maximum flow problem is as
follows:
P, = s — a — f — p which starts from s at ¢ = 3 and reaches p at t = 7 with
Cap(Py) = 3;
P, = 38 — g — p which starts from s at t = 3 and reaches p at ¢ = 8 with
Cap(P,) = 1.

The total value of the flow is 4 which is the same as the previous one.

Theorem 6 For a given time-varying network G and a time duration T, there
exist an optimal solution that transits the mazimum flow from the source node s
to the sink node with the shortest duration.

The proof of this theorem is very similar with that of Theorem 3.104, we
omit its proof here.

In the above section, we can see that the time labeling algorithm can label
the arrival time of all the nodes at any time. So it is easy to find the flow whose
duration is as short as possible.

We also use Figure 4 to show this fact. The exact time label M(i,t) for
every ¢ € N and for each time ¢ are the same as what are in Table 2.3.4.1.

We can see that M(s,3) = 7, the time duration between the departure
time and the arrival time is 4, it is the shortest one. So we choose this flow at first
which flows along path P, = s—a—m— f —p starting from s at ¢ = 3 and reaching
p at t =7 with Cap(P;) = 4. Next, we choose node s with the departure time 4
and get path P, = s—a—m— f — p which starts from s at ¢ = 4 and reaches p at
t = 9 with Cap(P,) = 5. The time duration is the same as the previous one. We
now have P; = s — g — m — f — p which starts from s at ¢ = 2 and reaches p at
t = 7 with Cap(P3) = 3. Then we choose the flow whose departure time is 2 and
the arrival time is 10, and flows along path Py = s — g—1%—h — k— p which starts
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from s at ¢t = 2 and reaches p at t = 10 with Cap(P;) = 4. At last, the largest
duration is 10. The corresponding pathis s=s—a-m—-f—g—i—h—k—p
which starts from s at ¢ = 0 and reaches p at ¢t = 10 with Cap(P;) = 1. The total
value of the flow is 17.

The above two sections discuss two algorithms respectively for the time-
varying maximum flow problem with zero waiting time. It is clear that the
complexity of them are much better than what we have known. In the next
chapter, we will discuss the problem in the case where waiting at any node is

arbitrarily allowed.



Chapter 3

TIME-VARYING MAXIMUM
FLOW PROBLEMS WITH
ARBITRARY WAITING TIME

In this chapter, we will discuss the time-varying maximum flow problems with
arbitrary waiting time constraints, that is, the flow can wait at any nodes without
the time limitation. Figure 8 shows an example where three numbers inside each
pair of brackets associated with an arc are t, I(i, j,t) and b(i, j,t) respectively.

a 23D g

1 ? G2
0,2
% 21 \
s

o G2 )

S B CEY

Figure 8. Example 3.1
While the flow flows along arc (s,d) at time 1, it can not flow along arc
(d, h) if waiting at any node is forbidden. But if waiting at any node is permitted,
the flow can wait at node d until time 5, then starts to flow along arc (d, k). In

generally speaking, the maximum flow for the problem with arbitrary waiting

38
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time will not less than that for the problem with zero waiting time.

3.1 Definitions and Formulations for the Time-
Varying Maximum Flow Problem with Ar-
bitrary Waiting Time

Most definitions and formulations in this chapter are same as Chapter 2, so in
this section, we only give some definitions and formulations which are different
from Chapter 2.

Let z(i,j,t) be the flow transshipped on arc (i, j) starting at time ¢. Let
z(i,t) be the flow which waits at node i during time [t,£+1). The maximum flow

problem with arbitrary waiting time can be presented formally as below:

Maximize v
8.t.
( T_l - . . 3
>{ ¥ =05t - 3 z(j,4,u)} = v,
t=0 {(j:(i.j)€A} {i:(3,) € Ayu=t—b(j,i,u)}
fori=s
Y z(i,4,t) +z(i,t) — b z(4,%,u)—
{i:(i.5)eA} ) ( {i:(3,5) €A, u=t—b(j;i,u)} G )
1 z(i,t — 1) =0,for all i € N\{s,p}, t=1,2,..,T -1 3.1)
> x(s,7,t) — 3 z(4,%,u)} = —v,
t=1{{j=(i,.1')€A} ( 51) {i:(5)€A,u=t—b(j,i,u)} U )}
fori=p
0<z(i,j,t) <U(4,5,t), V(i,j) € A, 0<t<T.

Definition 10 Let P(s,z) = (8 = z4,...,Z, = x) be a directed path from s to

and assume that a flow traverses the path. Let 7(x1) = 0 and define recursively
7(z;) = 7(Ziz1) + b(Ziz1, 25, T(Ti-1)) +w(z5), fori=2,..,7

The departure time of the flow at a node x; on P is defined as 7(z;) if 1 <i<r,

w(z;) is the waiting time of node x;. Accordingly, the arrival time of the flow at
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a node z; on P is defined as
a(z1) =0, a(z;) = 7(zi1) + b(@ic1, 7, T(7i1)), fori=2,..r.

Definition 11 Let P(s,z) = (8 = z1,...,2, = z) be a dynamic f — augmenting
path from s to x. The capacity of P is defined as Cap(P):min{( xﬁiil(m l(z,y,7(z)),
zly
U[z,y,7(2)), U(z,t), min l[z,t]}.

[z;]ItlEiAn(P) veV(P), a(z)<t'<r( ) vEV(P),alz) 2t/ >7(z)
l(z,t) is defined as the capacity of the node x, which represents the maximum
amount of flow that can wait at = during the time period [t,t + 1). We define
{(z,t) = 00. So the capacity of P is defined as

Cap(P) = mm{ )GA(P) iz ,y,'r(a:)),[z;]réiAn(P)l[x,y,r(m)]}.

Since a feasible f-augmenting path from y to p of time exactly t — 1 is a
feasible f-augmenting path from y to p of time exactly ¢, namely, when we can
label y with d(y,t — 1) after it is labeled with d(y,t). In fact, if y is labeled with
d(y,t), then , for any ' < t, y can be labeled with d(y,#).

3.2 A Time-Varying Excess Scaling Algorithm

for the Maximum Flow Problem

3.2.1 Basic Definitions and Properties for the Excess Scal-
ing Algorithm

Definition 12 A distance function d with respect to the residual network is a
Junction from the couple sets, the node set N and the time set {0,1,...,T}, to the
set of nonnegative integers. We say that a distance function is valid with respect
to a flow if it satisfies the following two conditions:

(i) d(p,t) =0,0<t<T;

(i) d(i,u) < min{d(j,t) + 1,d(i, u + 1)} for every arc (i,j) € At (or [i,5] €



Chapter 3 MAXIMUM FLOW PROBLEMS WITH ARBITRARY WAITING TIMEA1

A~ ) in the time-varying residual network while 0 < t = u + b(i,j,u) < T (or
0<t=u+bli,jul <T)

We refer to d(i,t) as the distance label of node i at time ¢ and the two
conditions as the validity conditions. The property 1 which is illustrated in section

2.2.1 remains true in this section.

3.2.2 A Time-Varying Excess Scaling Algorithm

All steps are same as those of the algorithm for the zero waiting time except the
following procedure of computing the distance label d(i, t):
begin
Initialization: Set d(p,t) :=0,¢t=0,1,2..T;
Let LIST := {d(p,t),t =0,1,...,T};
while LIST # 0 do
Select the first label in LIST, denoted by d(j,t);
for all i € N such that (i,j) € A (or [i,j] € A7) do
for each u such that u = ¢ — b(i, j,u) > 0 and I(z,7,u) >0
(or u =t — b[i, j,u] and I[i, 5,u] > 0) do
begin .
if i # s then d(i,u) := min{d(j, t) + 1,d(G,u + 1)};
else i = s then d(¢,u) := max{d(j,t) + 1,nT};
LIST := LISTU {d(¢,w)}; u :=u—1;
end;
LIST := LIST\{d(j,t)};
end;
end;
The complexity of the excess scaling algorithm for the maximum flow
problem with arbitrary waiting time is the same as the case for the problem with

zero waiting time. Thus, we omit it here.
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3.2.3 A Numerical Example

We use Figure 4 to _illustrate how the excess scaling algorithm works in the case
of the arbitrary waiting time. We allow the flow wait at any node for any time.
The transit time and the capacity of arcs are same as what in Table 2.2.4.1. Table
3.2.3.1 shows the distance label d(%,¢) for every i € N and for each time ¢, where

? —” gtands for "oo”.

Table 3.2.3.1 The distance label d(%,t) of Figure 4 (arbitrary)

d(p, t)]d(F, O)]d(k, ]d(h, £)]dG, £)]d(g, D)|d(m, O)|d(a, £)]d(s, )
t=0]| 0 - - - - - - - 90
t=1| 0 | 1 | 1 | 2 | 3| 3| 2 | 3 | 9
t=2| 0 | 1] 1| 2 |3] 3] 2| 3] 9
t=3[ 0 | 1 | 1 | 2 |3 ]| 3] 2|3 ] 9
t=4| 0 | 1 | 1| 2 | 3| 3| 2|39
t=5| 0 | 1 | 1] 2 |3 -1]213]-
t=6[ 0 | 1 | 1 | 2 -1-1<2z21-1-
t=7] 0 | t | 1| - | -1-1-1-71-
t=8| o | - | - | - -1-1- -1 -
t=9[ o | - | - - -[-1-1-71-
t=100 0 | - | - [ - | -1-1-1-1-

After doing procedure preprocess, we find that e(a, 1) = 2, e(a, 2) = 3, e(a, 3) =
4,¢(a,4) = 5,e(g,2) = 6,e(g,4) = 7, and the excess of other nodes are equal to
0. So nodes a and g are active nodes and A = 2108211 — 39,

Iteration 1. It is easy to see that there is no node with excess more than
A =16 and A = 8, so we begin with A = 4. Noting that e(g,4) = 7 > A,
we choose node g do the push/relabel operation at time 4. Arc (g,m) is the
admissible arc at time 4. After doing the push operation on arc (g, m), we have
e(m,5) =7 and e(g,4) = 0. Now arc (m, f) is the admissible arc, and e(f, 6) = 7
and e(m, 5) = 0 after the push operation. Then arc (f, p) becomes an admissible
arc. e(p,7) = 7 and e(f,6) = 0 after the push operation.

Next, we still choose node g do the push operation because e(g,2) = 6 >

A. The flow can not flow along any arc at time 2, so it waits until at time 4. Arc
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(g,m) is admissible, so e(m,5) = 1,e(g,4) = 5. Then we choose node a do the
push operation because e(a,4) = 5 > A. (a,m) is an admissible arc. e(a,4) =1
and e(m,5) = 4+1 = 5. Now we choose node m do the push operation. (m, f) is
admissible arc, the residual capacity is 3, so e(m, 5) = 2 and e(f,6) = 3. Because
~ e(g,4) = 5, we choose node g do the push operation. (g,3), (4, k), (h, k), (k, p)
are admissible arcs, we push the flow of 4 units and arrives at the sink node at
time 10, only left e(g,4) = 1. Then we choose node a do the push operation,
e(a,3) = 4. (a,m) is an admissible arc. e(m,4) = 3,e(a,3) = 1.

Iteration 2. A :=A/2:=2. Ase(f,6) =3 > A, we choose node f do the
push/relabel operation. After the operation, e(f,6) = 1 and e(p,7) = 2. Now,
because e(m,4) = 3 > A, m is the active node at time 4. After doing the push
operation, we have e(f,5) = 3. Because arc (f,p) is saturated at time 6, the
flow waits until at time 7. At last, e(f,7) =0 and e(p,9) = 3. Then we choose
node m do the push operation because e(m,5) = 2. Because arc (m, f) at time
5 is 5 is saturated, the flow waits until at time 6. (m, f), (f,p) are admissible
arcs. e(p,9) = 2. Then we choose node a do the push operation at time 2.
(a,m), (m, f), (£, p) are admissible arcs. When the flow arrives at node f at time
4, it must wait until at time 7, it can flow along the arc (f, p). e(a,2) =1 is left.
At last, we choose node a do the push operation at time 1 because e(a,1) = 2.
(a,m) is admissible arc, e(a,1) =1, e(m,2) = 1.

Iteration 3. A := A/2:= 1. We choose node f at time 6, the flow waits
at f until at time 7, then it arrives at the sink node at time 9. Then we choose
node m at time 2 do the push operation. The flow arrives at node f at time 3, it
waits until at time 7, then it arrives at the sink node at time 9. Then we choose
node a at time 2 do the push operation. At first, the flow waits at node a until
at time 5, then the flow flows along arcs (a,m), (m, f), (f,p) and arrives at the
sink node at time 9. At last, we choose node a at time 3 do the push operation.
The flow waits until at time 5, then it arrive at the sink node at time 9 along

arcs (a,m), (m, f),(f,p). The excess flow must be sent back to node s. Then,
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the algorithm is terminated.
It is clear that the maximum flow of the network f(\,10) = 24. The
solution A can be decomposed into ten dynamic paths which are listed below:

P, = s— g—m— f — p which starts from s at ¢t = 2 and reaches p at t = 7 with
Cap(P) = 7 and there is no waiting at any node;

P, = 8§ —g—i—h—k~ p which starts from s at ¢t = 1 and reaches p at ¢ = 10
with Cap(P;) = 4 and the flow waits at node g at time 2 until at time 4;

P3 = 8—g—m— f — p which starts from s at ¢ = 1 and reaches p at ¢ = 9 with
Cap(P;) = 1 and the flow waits at node g at time 2 until at time 4, also the flow
waits at node f at time 6 until at time 7;

Py = s—a—m— f— p which starts from s at ¢ = 3 and reaches p at t = 7 with
Cap(P,) = 2 and there is no waiting at any node;

Ps = s—a—m~ f — p which starts from s at ¢t = 2 and reaches p at ¢ = 9 with
Cap(Ps) = 3 and the flow waits at node f at time 5 until at time 7;

Fs = s—a—m— f— p which starts from s at ¢ = 1 and reaches p at ¢ = 9 with
Cap(Fs) = 2 and the flow waits at node m at time 5 until at time 6;

P; = s—a—m— f — p which starts from s at ¢ = 2 and reaches p at ¢ = 9 with
Cap(P;) = 2 and the flow waits at node f at time 4 until at time 7;

P3 = 3s—a—m~— f — p which starts from s at ¢ = 0 and reaches p at t = 9 with
Cap(Ps) = 1 and the flow waits at node f at time 3 until at time 7;

Py = s—a—m— f — p which starts from s at ¢ = 1 and reaches p at t = 9 with
Cap(Py) = 1 and the flow waits at node a at time 2 until at time 5;

Py = s—a—m— f — p which starts from s at t = 2 and reaches pat t =9
with Cap(Pyg) = 1 and the flow waits at node f at time 3 until at time 5.

It is clear that the total value of flows is 24.
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3.3 A Time-Varying Time Labeling Algorithm

for the Maximum Flow Problem

3.3.1 Basic Definitions and Properties for the Time La-
beling Algorithm

Definition 13 Labels M(i,t) are valid with respect to a flow if they satisfy the
following conditions:

() M(p,t) =t,0<t < T;

(i1) M(i,u) = {M(j,t), M(i,u + 1)} for every arc (,5) (or [i,]]) in the time-
varying residual network while t = u + b(i,j,u) (ort = u + bfi,j,u]) and 0 <
u+1,t<T.

We refer to the above two conditions as validity conditions.

3.3.2 A Time-Varying Time Labeling Algorithm

All steps are same as those in the algorithm for the case of the zero waiting time
except the following procedure of computing the time label M(z,1):
begin ,
Initialization: Set M(p,t) :=t, fort =0,1,.....,T (fort =T,T —1,...,0 in
case of the latest maximum flow problem), set LIST(p,t) :=
{M(p,t)}, and then put all LIST(p,t) in R, LIST(i,t) =0
(i # p) at first;
while R # 0 do
begin
Select the first LIST in R, denoted by LIST(j,t);
for all M(j,t) € LIST(j,t) and all the i € N such that (i, j) € A* (or
[t,7] € A7) do
for each u such that u =t —b(i, j,u) and I(i, §,t) > 0 (or u =t —b[i, j, 1]
and l[z,5,t] > 0) do
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M(i,u) :== {M(5,t), M(i,u + 1)};
LIST(i,u) := LIST(¢,u) U {M(i,u)};
letu:=u—-1; :
end;
end;
R := R\LIST(j,¢);
end;
The complexity of the time labeling algorithm for the maximum flow prob-
lem with arbitrary waiting time is same as the case of the zero waiting time. So

we omit it here.

3.3.3 A Numerical Example

We also use Figure 4 to explain the algorithm. The time labels are listed in Table

3.3.3.1, where ” —” stands for 00",

Table 3.3.3.1 The time label M(3,t) of Figure 4 (arbitrary)

LIST(i,t)[t =0t =1t =2[t =3[t =4[t =5]t = 6]t = 7]t = 8]t = 9]t = 10
Mpt) | 0 | 1 [ 23] 4|5 [6]|7]|8]9] 10
M(f,t) | - [79,10[79,107910[ 7.9 [ 79 79[ 9 | - | - | -
M(k,t) | - 16,8,10[6,8,10[6,8,106,8,10/6,8,10[8,10] 10 | - | - | -
M(h,t) | - [810]810(810|810|810[ 10 - | - | - | -
MGty | - (1010101010 -[-]-]-]-
M(g,t) | - [7910[79,10[7910[79,10 - | - | - | - | - | -
M(m,t) | - [r910/79100 79 [79 (70 9 [ - | - | - | -
Mt) | - 19100797979 9 [ --1]-1-1 -
M(s,t) [19107910[79,100 79 [ 9 | - | - [ - | - | - | -

After doing procedure preprocess, we find that e(a, 1) = 2, e(a, 2) = 3, ¢(a, 3)
= 4,e(a,4) = 5,e(a,5) = 6,e(g,2) = 6,e(g,4) = 7 and other excess are equal to
0. So nodes a and g are active nodes.

Iteration 1. We find that the minimum label is 7, so we choose node a and

node g as active nodes for push operation. We can obtain five pathes as follows:
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P, = s—a-—m~— f—p which starts from s at t = 0 and reaches p at t = 7 with
Cap(P,) =1 and the flow waits at node f at time 3 until at time 6;

P, = s—a—m~— f— p which starts from s at ¢t = 1 and reaches p at ¢ = 7 with
Cap(P,) = 1 and the flow waits at node a at time 1 time until at time 2, waits
at node f at time 4 until at time 7,

P3 = s—a—m~ f —p which starts from s at t = 1 and reaches p at t = 7 with
Cap(P;) = 1 and waits at node f at time 4 until at time 6;

Py = s—a—m— f— p which starts from s at t = 1 and reaches pat t = 7
with Cap(P,) = 2 and waits at node a at time 2 until at time 3, waits at node f
at time 5 until at time 6;

P; = s —g—m— f — p which starts from s at t = 1 and reaches p at t = 7 with
Cap(Ps) = 4 and waits at node g at time 2 until at time 4.

At this time, e(a,1) = 1, e(a,2) = 2,e(g9,4) = 2. All LISTS are nonempty.
R =R\ {M(,t) =7}, arc (f, p) is saturated at time 6.

Iteration 2. Now the active node a with the label which is equal to 9 is
minimum. We choose it for push operation. (a,m), (m, f), (f, p) are admissible 7
arcs. We obtain the path as follows: Py = s —a — m — f — p which starts from
s at t = 2 and reaches p at ¢t = 9 with Cap(Ps) = 1 and waits at node f at time
5 until at time 7. We leave 3 units flow on node a. P, =s—-a-m— f—p
which starts from s at ¢ = 2 and reaches p at ¢ = 9 with Cap(P;) = 3 and waits
at node a at time 3 until at time 4, waits at node f at time 6 until at time 7.
Py = 38— g—m~— f — p which starts from s at ¢ = 2 and reaches p at t = 9 with
Cap(P;) = 3 and waits at node f at time 6 until at time 7. We leave (4 +2 =)6
units low on node g at time 4. At this time, arc (m, f) is saturated at time 5.
Py =s5—g—m— f — p which starts from s at ¢ = 2 and reaches p at t = 9 with
Cap(Py) = 1 and waits at node m at time 5 until at time 6. We leave 5 units
flow on node g at time 4. Pjp = 8 —a —m — f — p which starts from s at t = 3
and reaches p at t = 9 with Cap(Pyp) = 1 and waits at node m at time 5 until

at time 6. We leave 4 units flow on node a at time 4. P, =s—a-m—f—p
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which starts from s at ¢t = 3 and reaches p at t = 9 with Cap(Py;) = 2 and waits
at node a at time 4 until at time 5. We leave 2 units flow on node a at time
4. At this time, arc (f, p) is saturated at time 7. Because the LISTS of all the
nodes whose labels are equal to 9 just now are empty, except those whose labels
are equal to 10. we send the one unit flow back. R := R\{M(4,t) = 9}.

Iteration 8. Now the active node a and g with the minimum labels which
is equal to 10. First, we choose node g for push operation. We obtain the path as
follows: Py3 = 8 —g—1i— h— k — p which starts from s at ¢ = 2 and reaches p at
t = 10 with Cap(Py2) = 3. P3=8—g—i—h—k—p which startsfrom sat ¢ =1
and reaches p at t = 10 with Cap(Pi3) = 1 and waits at node g at time 2 until
at time 4. At this time, arc (g, ) is saturated at time 4. Because the one unit of
node a can not be sent to p, we send the flow back. R :=R\{M(,t) = 10}.

Up to now, R = ¢, the algorithm terminates.

It is clear that the total value of the flow is 24.
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CONCLUSION

In our daily lives, there are a lot of problems are concerned with a time limit
T while some parameters of the model are changed over time. In view of this,
in this thesis, we study the maximum flow problem in the time-varying network,
and one can find that, such a problem exists everywhere.

First, in Chapter 1, we make a brief review on the maximum flow problem,
including its models, algorithms and applications, and we believe that it can help
us to find some common features of the maximum flow problem. And then, we
simply describe the problem in a time-varying network. In Chapter 2 and Chapter
3, we study the time-varying maximum flow problem with two different waiting
time constraints, one is called zero waiting time and the other is arbitrary waiting
time. For each case, we present two algorithms: the excess scaling algorithm and
the time labeling algorithm. The later one can solve the earliest and latest arrival
maximum flow problem, i.e., the solution must arrive at the sink node as early as
possible or as late as possible. Moreover, it can be applied to solve the problem
that the time duration of the flow is as short as possible. For each algorithm, we
prove the correctness and the complexity of the algorithm. To illustrate how the
algorithm works, we give a numerical example for each algorithm.

Our algorithms presented in this thesis are developed based on the preflow

technique. At our best knowledge, it can improve the time complexity of the

49
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algorithm.

We noticed that there are many variations of the time-varying maximum
flow problem which can be studied further. For example, consider the case where
waiting time at a node is allowed, but should be limited within a given time

limitation.
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